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Abstract

While agreement has not been reached on which programming language to teach Computer Science students initially, at least the complexities of the problem are understood. Less well explored is the problem facing IT students. We show that the same answers are valid for this group, although the intensity, depth and formalism needs to be less. An example is given from experience at the University of Southampton. There are still difficulties in separating the educational aspects of programming from the training aspects of coding.
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1. Introduction

Many papers have been published which discuss what first programming language should be taught to students of computing and computer science. The case has been made for a number of possible routes to teaching a language, [1, 2, 13, 15, 16]. They all agree that all students studying computers should be taught a programming language.
Common to schools of Computer Science and some schools of Management, is the particular problem concerning the tuition of students reading Information Technology (IT) or Information Systems (IS) – or similar – rather than Computer Science. These learners who often only have an elementary grasp of mathematics, do not see themselves as technicians, and would often (but not exclusively) be application-oriented rather than wanting to know what goes on inside the computer hardware.
What programming language should we teach to these students?

2. IT Student Profile

Students coming into computer courses and management courses with an Information Technology thread, often have a very different profile to the traditional Computer Science student. IT students tend to be drawn from four different sources.

As with Computer Science, some register on the programme direct from school.
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Secondly, students transfer from Computer Science programmes. The initiative for this generally comes from the students and their difficulty with handling the formalisms and abstraction that is required to support the normal Computer Science major degree [Argles, personal communication].
A third source of entrants is mature students (23 and older), who have industrial experience and demonstrate a determination to complete a programme in Information Technology, even if it requires an extended period of part-time flexible working. This may take many years. 
The final source of entrants to Information Technology is transfers from other institutions and recruitment from overseas.

Different institutions will exhibit different ratios of these. At The University of Southampton it is currently 76 – 4 – 12 – 8% (school-leavers : ex-Computer Science : mature : other) [2].
Nearly all these students are aiming at careers in the computer industry. They eventually expect to achieve such titles as IT Manager, Operations Manager, Technical Manager, Team Leader, Project Leader, Project Manager. While a few students go into research, this is not a prime emphasis for the outcome from these programmes. Several graduates desire a further qualification, such as an MSc or an MBA degree.
3. Why teach programming to IT students?

Should we be teaching programming at all to this section of the student population?

Critical to our understanding of what needs to be done is Jenkins’ contention [13] that we need to teach a programming language to the students, just because they are studying computers. Dempster mirrors this concept when he says that he believes that “common to all computing programmes … At its heart is programming…” [10].
The case for programming being included within an IT degree programme is that there can be little understanding of the uses and limitations of computer technology without a comprehensive appreciation of the programming behind the software that drives the computer, which embodies businesses’ (arbitrary) rules, and how that software comes to be generated.

It is clear from exit interviews with students, that they are apprehensive about learning a new language (any language!), but understand in retrospect the fundamental nature of programming to the computing paradigm [2].
The case against teaching programming is a lot more problematical. IS and IT students have limited curriculum time, spending a greater proportion of their time on “soft” systems, and it can be considered wasteful to teach them a full complement of programming. Particularly as they are not going to become professional programmers (with the odd exception), a good understanding of the difficulties of software development should be enough. However, Denning asks “why not teach the algorithmic thinking first, programming later?” He “does not recommend this approach. Most computing professionals do not appreciate how abstract our field appears to others. … Students need to see from the beginning how to connect abstractions to actions. There is little joy in worlds of pure abstractions devoid of action.” [11]
4. If so, what method?

If we have made the case for teaching programming, can we do this without teaching a coding language? There will be very few who would contend that this is even possible, far less desirable. Indeed, Jenkins, [13] says that it is “hard for students to make this separation”.
Bornat believes that the difference between program designers and implementers is spurious. “A programming factory system can’t exist, because programs are so hard to design, and once designed, they are already produced ... In reality both “designers” and “implementers” in today’s programming shops are in the dark about even the tiniest details of their work...” [7]
The question really comes down to: can we teach programming and program design without teaching by means of a coding language? That is, can we divorce coding from programming? Just as it is possible (some would say far better) for high school students to initially study the classics through translation, can we study programming through discussion of worked examples?
In what language would those examples be displayed? It doesn’t matter; it’s a minor point. In fact, it might be better to show the examples in many coding languages or one could simply remain with pseudo-code.

While we could tackle it all from a theoretical perspective, algorithms, data constructs, objects and so on, we cannot get away from programming totally, since unless they undertake the hard graft of assembling and implementing the solution to a computing problem in detail, the students will be unable to appreciate the work that goes into doing it, and the difficulty with which the simplest of requirements is mapped onto a set of computer instructions, despite Denning’s recommendations [11].
5. Choice of language
Thus, if we need to teach programming, what programming language should we be training the students in? Note up to this point we have been discussing programming education. When it comes to conversion of a program (pseudo-code, algorithm, etc.) to code, we inevitably require our students to be trained in a coding language. There are plenteous courses in the market that do just that; should we be competing with them? Bishop [4] suggests that we should do “some of both”.
One way forward would be to take any programming language designed for teaching purposes, for example, Pascal or Modula 2. Jenkins [13] has dismissed these has not being relevant to any current students. 
It is true that industry does not use these as production languages to any extent. Student perception is therefore that these languages are of no use and also assume that, in general, they lack the advanced facilities of other languages, but Delphi has a good Interactive Development Environment (IDE) suitable for professional developers.
If we went further with this argument, we would have to choose COBOL, which now has an installed base of “more than 200 billion lines of code, and 5 billion lines of COBOL are written every year” [19], and Object COBOL is readily available [13, 20]
Against this we can say that many useful programming languages do not offer a “career path”. Even with a production language, some of the IDEs that are currently available do not make life very easy for tuition. Significant complexity of the IDE or user interface means that only the most dedicated get to know them fully, and for an initial learner there are just too many facilities. All this really demonstrates is that complexity is the real problem for the students.
Dijkstra [12] prefers not only a “simple, clean, imperative programming language”, but one that is not even implemented in a compiler “so that students are protected from the temptation to test their programs.” This tongue-in-cheek assertion is belied by his other work which claims that testing in a practical environment is the only way to convince others that a program behaves as desired.
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Perhaps a good alternative is to take an existing production language, such as Visual Basic, Java, Delphi, and use the basic elements of these to teach programming. Let us ignore for the moment the difficulty with the IDEs mentioned above which are designed to facilitate professional large-scale development.

The students like these languages, initially, since most have heard of them, and therefore have an immediate rapport with the topic, believing this will help them obtain future employment. If that is so, then clearly we are recruiting the wrong sort of student, because the aim of an IS or IT degree is not to teach programming to a professional level! Some students may, of course, find that they have a talent for programming and we will deal with that as a separate issue, under Diversity.

It has been suggested by Bishop and Hurter [6] that the use of scripting languages would address the problem, while providing not only a proper programming environment but also an instant link into the formation of active web pages. This is certainly a good approach, not a compromise, and has the advantage of producing very quick implementations.
6. Experiences at Southampton

The emphasis in our IT programme is on producing graduates that have a good feeling for computers, understand the processes, and the limitations of the discipline, but are not necessarily going to be technical practitioners.

The programming module is offered in the second semester of Level 1. It follows critically important modules, setting the scene for the degree with Computer-based Information Systems, and a grounding in the techniques and theories of Problem Solving. The study of the principles of programming has been separated from the practice of programming, which is undertaken in separate practical workshops.

This has allowed the lecturer to concentrate on the elements of programming theory. The workshops, away from the lecturer’s gaze, have helped the students raise their problems more readily. This totals 150 hours of study of which 24 are contact with the lecturer, and 12 hours with a practical workshop leader.

The assessment consists of weekly worksheets for the practical, and two implementations which are submitted midway through the module and at the end of the module. The marking of these is biased heavily towards the process of implementation rather than getting the code right (see Figure 1), although students are expected to deliver working programs. One feature heavily emphasised is the keeping of a personal Logbook in which the student records all manner of learning, design choices, class structures, fragments of code and pseudo-code, rough working, lecture notes, and explanations of code samples. This is a school requirement for all engineering programmes, and was found useful for this module. These Logbooks are regularly inspected so that the Lecturer can get frequent feedback on learning that has been undertaken or missed.

The perceived learning outcomes that students could achieve at Level 1 are:
· The adoption of an algorithmic approach to problem solving

· Knowledge of the principles underlying programming

· Awareness of the software development process

· Experience of a development environment

· Experience writing programs in the small

Our specific aims in coding constructs, identical with Sayers [20] are:

· Storing results in the computer’s memory

· Printing to the screen

· Reading in data from the keyboard

· Selection (if and switch statements)

· Iteration (for, while and do…while loops)

· Arrays

· Methods (parameter passing)

In summary, we are not looking for skilled proficiency, and programming is not needed for most of the rest of the degree. Having said that, there are some exceptions since this is a level 1 course, and it is enhanced by a level 2 course (in Contemporary Programming Methods). How can we handle this? In addition, the Final Year Project (one third of the credits) chosen by each student could easily be a product implementation, although so far it has largely been a research topic. If it is an implementation it will therefore require some expertise at least in a programming language, and maybe also a scripting language, certainly in database handling and quite possibly in web page generation.

At Southampton, we adopted the approach for three years of teaching algorithmic programming, with implementation using classes in Visual Basic, although the students are encouraged to use any language with which they are already familiar. The topic came up for review as a result of the replacement of our VB6 service with VB.NET, which caused us to re-think our strategy. While others are continuing this approach, we have now switched to implementation examples in BlueJ [18], using this simple IDE with Java as its background. The results of this change are not yet available.
We have not investigated the option of using a scripting language, although we have used JavaScript with media students in another context, and Python is used for some of our Computer Science students in the same School.
7. Diversity

What do we do about students that are already conversant with a programming language? Some say that they will easily get bored and need additional stimulation such as more challenging projects [8] (but these cannot then be marked against the same criteria) or learn another programming language (useful for the learning regime, but how effective for stimulating the learner?) or give them a pass-out for the course (which means they could miss the fundamentals).

Bishop [4] suggests that, where a significant proportion of the initial cohort have programming experience, they can skip the introductory course and be joined in a later semester by the ‘catch-up’ students.

This problem was usefully discussed with two professional programmers that are attending in the current cohorts. They were divided in their opinions. One wanted more inspiring work, the other wanted to tackle the programming principles which she was never taught on her intensive language training courses.

The problem remains of what to do about comparison with their cohort of the assessment of work that high-fliers perform.
It is entirely possible in large classes to segregate the students by their perceived ability (space cadets vs. space monkeys) [8] and allow them to transfer between these categories as they wish. The critical point is “have the learning objectives been met and measured?” All the students must take the same assessment process, but some may get there quicker than others.

8. Conclusion

In this paper we have examined a number of issues affecting the teaching of programming to IT students. 
Students prefer a language of which they have heard, with a real, if simplified, programming language and a simple IDE. While the same solution that is used for Computer Science students can be adopted for IT students, with a decreased emphasis on the formalities of the language, its advanced features, and its facilities for professional developers. This is very much along the lines of Denning’s recommendations [11].
Having used a number of programming languages on introductory programming courses, we have yet to find one that addresses the issues presented above. It is generally accepted that there are practical difficulties in separating the educational aspects of programming from the training aspects of coding. Attempts to address this difficulty have been made by using simplified IDEs [16]. Yet there is more of a cognitive understating required at degree level and it is clear that we cannot get away from teaching an understanding of algorithmic programming to IT students.
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