Abstract
The improved interoperability and business agility of business systems based on Service-Oriented Architecture (SOA) has created an increased demand for the reengineering and migration of legacy software systems. The wide range of current migration techniques for legacy systems in different implementations technologies does not address important aspects of service granularity, which affect service reusability, governance, maintainability and cohesion. This paper proposes a novel framework for the effective identification of the key services in legacy code. The approach focuses on defining the right services based on standardized modelling languages (UML and BPMN). This framework provides effective guidelines for optimal service granularity for a wide range of possible service types.
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1. Introduction
Coping with technology evolvement and rapid business changes significantly affect existing legacy software systems. In the past, software systems were typically developed with embedded business rules and logic, scattered and duplicated code, unstructured modules, and tightly-coupled functions. Such legacy systems nevertheless often represent a considerable investment by the underlying business which will frequently rely on the software for many day-to-day business activities. Service-Oriented Architecture (SOA) is a modern approach to implementing (and re-implementing) such systems as a set of robust and interoperable services. There are many different interpretation of the ‘best’ approach to build a (SOA) system [1]. It is not merely applying an architectural approach at a high level; it is about making all involved parties in the system (such as business users, analysts, and developers) think in a service-oriented manner. The success of the SOA approach critically depends on the correct identification, presentation and definition of the key services, because the exposed functionalities in a service define the service granularity. It is important to appreciate that achieving an optimal level of service granularity requires a compromise between many elements, both technical and non-technical. In particular, the optimal granularity of key services can be expected to vary at various layers with different service types [2] or service layers [3, 4].

Recent research conducted by Kohlborn [5] on thirty modern service analysis approaches showed that 76% of those approaches introduced two types of services (e.g. business service, software service or generic service). The other approaches depicted between one and eleven types of services. All of the approaches studied applied one of the standard analysis techniques (e.g. top-down, bottom-up and meet-in-the-middle), although the services identified were significantly different from one approach to another. This means that defining service granularity, which is a very challenging task, requires considering not only service characteristics but also provisional service types. For example, an infrastructure service that is concerned with providing heterogeneous underlying capabilities to other services should be fine-grained for high reusability and encapsulation. On the other hand, a business service will typically be implemented as a coarse-grained service for maximizing business value and traceability of business processes.

The adoption of Business Process Modelling Notation (BPMN) and Unified Modelling Language (UML) as the modelling languages in this research is motivated by two factors. Firstly, many research studies agree that process-oriented modelling provides an excellent foundation for deriving the optimal services [6,7,8,9,10,11] in any system. Secondly, while UML 2.0 Activity Diagrams for business process modelling (introduced by the Object Management Group (OMG)) is a useful analysis tool it suffers from limitations on modelling related resources and representing various types of control-flow constructs [12]. BPMN and UML present two different views of complex software systems [13]. BPMN is based on process orientation, whereas
UML is an object-oriented approach. In other words, both approaches will identify services from different prospective; one from the enterprise level and the other from the application level. This provides a mechanism to align business and software-based aspects using the functionality provided and allow service metrics to play a key role in identifying the optimal service granularity.

2. The background

Existing research conducted in the area of migrating and integrating legacy systems for SOA has proposed several different approaches from a number of different perspectives: the technical domain, the business domain, the conceptual approach and the detailed analysis approach [5].

Research that focuses on the technical domain starts the migration of legacy systems by reengineering the legacy codes into candidate services and then those services are mapped onto functional requirements and processes [6, 15, 16, 17, 18]. This technique is called the bottom-up approach because it converts legacy-system components into key services on the basis of the legacy system functionality [19, 20]. The drawbacks of these approaches are that they identify target services at two different architectural levels without a reconsolidation process (i.e. new services are identified both through domain analysis at an abstract level and also targeted services are synthesised directly from legacy code). They also lack any detailed understanding of the problem domain [17] and require human intervention to assist in determining the optimal service granularity [6, 18]. Such applied-technical-analysis techniques by themselves are insufficient. For example, Chen, et al [15] claims that their feature analysis bridges the gap between the abstract architecture level and source code, whereas business processes are excluded.

An enhanced response to business agility requirements is one of the key SOA objectives usually cited for a business domain approach [7, 10, 21, 22]. Researchers argue that SOA is not merely integrating the software infrastructure, it also needs to consider the underlying business models (e.g. business process, use case and activity diagrams) [10, 22]. Top-down analysis techniques identify seamlessly services mapping from business processes or use cases [23]. What distinguishes SOA from other software methodologies is that SOA claims to be strategically aligned with the overall business vision [24]. Those approaches neglect fine-grained services and define only coarse-grained services with non-technical descriptions [2]. They do not consider any of the technical aspects of interfaces, behaviour, and service composition [7].

Because of the complexity of most software systems, researchers often adopt abstract models to simplify the descriptions of legacy systems [24, 25, 26]. Conceptual models describe only the high-level activities in core business processes, without any detailed business logic and rules. The resulting candidate services tend to be coarse-grained with redundant functions. Although these approaches were successful in broadly highlighting important architectural aspects, they failed to provide detailed guidance for the SOA re-engineering and in particular the underlying patterns failed to provide any usable guidelines to enhance service granularity.

There has been a continuous failure to identify the “right” services of legacy systems when SOA characteristics such as reusability, loss-coupling, and encapsulation are considered. Researchers have concluded that combining the bottom-up and top-down approaches is essential to define the right services (this is called the “meet-in-the-middle” approach) [8, 9]. Such approaches incorporate broad guidelines to enhancing the service granularity such as reusability, business-alignment, and reduce the effects of subsequent application changes.

A detailed analysis of the prior work demonstrated that none of the previous approaches has enabled an accurate identification of when services should be coarse-grained and fine-grained. While the research studied almost always concludes with similar service design principles, they could not set out well-defined and practical steps to accomplish those principles. However, all of the references agree on the complexity of considering all applicable factors to fulfil both the business and technical aspects. They do not identify the various types of services with optimal granularity in any effective fashion. Not enough detail is included on how to identify key services along with new business requirements and the targeted service characteristics.

3. The proposed approach

This paper proposes an SOA architectural framework to assist service identification, definition and realization for migrated legacy systems with optimal service granularity. The framework is based on two technical and process portfolios that are derived from UML and BPMN analyses, in addition to a knowledge-
based portfolio (as shown in figure 1). It encompasses both functional and non-functional elements that affect the service identification of migrated legacy systems. The service hierarchy definition by Kulkarni and Dwivedi [2] is enhanced to define a comprehensive service metadata model for enterprise service types and characteristics. This service metadata model provides effective standards for service granularity quantification after capturing potential services from both models (UML-based and BPMN-based).

In many real-world scenarios, the only available information about the legacy system is the code itself (in which case we identify this as one possible scenario). Our overall approach consists of three main stages as follow:

First stage: The analysis and reengineering stage, which has the following activities:

1) If any documentation, expertise or interviews are provided, a analysis model can be created to build the knowledge portfolio (optional)
2) Transforming the legacy system codes into UML models by reverse-engineering techniques to obtain a static model automatically (using modelling tools such as IBM Rational Rose). The reverse-engineering process results in class diagrams that generate activity diagrams of the overall system.
3) Transforming the UML models into BPMN automatically using Model Driving Development (MDD) in order to generate a business processes portfolio. The Relation Definition Language (RDL) describes the transformation rules as part of the Eclipse Modelling Framework (EMF) which utilizes the IBM Model Transformation Framework (MTF) running on the IBM WebSphere Business Modeler. Standards for mapping elements between UML activity diagram and BPMN are identified according to pattern-based analysis of BPMN [12, 14].

Second stage: The services identification elements stage, which has the following activities:

4) Defining functions and data entities from the activities portfolio; applying clustering technique to select candidate business services (coarse-grained services) based on customer-reported unique defects (CRUD) metrics [27].
5) Defining atomic processes and business entities from the processes portfolio; applying clustering metrics at the atomic process level to define fine-grained services.

Third stage: The services evaluation stage, which has the following activities:

6) Determining relative services that can be identified in service components (where the levels of abstraction are varied among services).
7) Evaluating coarse-grained and fine-grained services against the service metadata model outputs.

Figure 1: The overall service identification process
4. Conclusions

Our proposed framework is currently at the second stage of implementation where a transformation model to convert from UML activity diagram to BPMN diagrams is required. To evaluate our approach, various components of legacy code will be used along with our built metrics. The success of this novel approach will contribute an automated transformation process between UML and BPMN, a standardized service metadata model for enterprise services and also a general-purpose framework for service identification in SOA systems. Preliminary work on a legacy system code has suggested that our migration approach can be successful and viable for many object-oriented systems.
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