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(GAITN) to form invisible tasks in non-free choice for stacked branching relationships condition and handle 

large event logs. GAITN partitions the event log and creates rules for merging the partitions to scale up the 

volume of discoverable events. Then, GAITN utilises rules of previous graph-based process mining 

algorithm to visualises branching relationships (XOR, OR, AND) and creates rules of mining invisible tasks 

in non-free choice based on obtained branching relationships. This study compared the performance of 
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models with better fitness, precision, generalisation, and simplicity measure based on higher number of 
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Abstract 

At present, business processes are growing rapidly, resulting in various types of activity relationships and 

big event logs. Discovering invisible tasks and invisible tasks in non-free choice is challenging. $ mines 

invisible prime tasks in non-free choice based on pairs of events, so it consumes considerable processing 

time. In addition, the invisible tasks formation by $ is limited to skip, switch, and redo conditions. This 

study proposes a graph-based algorithm named Graph Advanced Invisible Task in Non-free choice 

(GAITN) to form invisible tasks in non-free choice for stacked branching relationships condition and handle 

large event logs. GAITN partitions the event log and creates rules for merging the partitions to scale up the 

volume of discoverable events. Then, GAITN utilises rules of previous graph-based process mining 

algorithm to visualises branching relationships (XOR, OR, AND) and creates rules of mining invisible tasks 

in non-free choice based on obtained branching relationships. This study compared the performance of 

GAITN with that of Graph Invisible Task (GIT), $, and Fodina and found that GAITN produces process 

models with better fitness, precision, generalisation, and simplicity measure based on higher number of 

events. GAITN significantly improves the quality of process model and scalability of process mining 

algorithm.  

Keywords: business process management; graph database; invisible tasks; process mining; process 

modelling 

1. Introduction 

In recent years, the availability of event logs for analysing business processes in many domains, 

such as healthcare (De Roock & Martin, 2022; Pika et al., 2020) and manufacturing (Choueiri et al., 2020; 

Choueiri & Portela Santos, 2021), has increased significantly. Process mining is a study that uses event logs 

to gain insight into real-life processes, identify process-related issues, and improve process performance 
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(van der Aalst, 2011). Process mining consists of three aspects: process discovery, conformance checking, 

and enhancement. Process discovery is a process mining study (Erdogan & Tarhan, 2018; Hamdani & 

Abdelli, 2020; Kim et al., 2022; van der Aalst, 2016) that automatically visualises the flow of activities 

recorded in an event log (Beeson et al., 2002; Berger et al., 2022).  

There are many kinds of business process relationships to describe the diversity of user 

requirements for achieving business objectives. Therefore, the challenge of the process discovery algorithm 

is to mine various business process relationships in order to visualise the right model of the running business 

process.  Various studies have proposed process discovery techniques to form variations in business process 

relationships. The pioneering process discovery algorithm,  (Back et al., 2020; van der Aalst, 2016) 

implemented several rules based on footprints of activity pairs to form sequence, XOR, and AND in a Petri 

net-based process model.  algorithm has several variants, such as ++ (Wen et al., 2007; Zheng et al., 

2019) to discover non-free choice constructs (NFC), # algorithm (Wen et al., 2010) to mine invisible tasks, 

and $ algorithm (Guo et al., 2015) to form invisible tasks in non-free choice constructs. The inductive 

miner (Battineni et al., 2020; Pika et al., 2020) and the refined process structure tree (RPST) (Yan et al., 

2019) divide the event log into smaller sub-logs and implement rules to define activity relationships based 

on the pairs of activities. Inductive miner (Battineni et al., 2020; Pika et al., 2020), refined process structure 

tree (Anugrah et al., 2015) and (Zayoud et al., 2019) can only discover sequence, XOR, and AND 

relationships. Furthermore, Heuristic Miner (Kurniati et al., 2016; Namaki et al., 2022; Weber et al., 2018) 

can only discover sequences, XOR, and AND relationships, while Fodina (vanden Broucke & De Weerdt, 

2017) improves the rules of Heuristic Miner to discover invisible tasks. Graph-based algorithms have 

undergone various developments to discover activity relationships of a process model, such as sequence 

relationships, branching (XOR, OR, AND) relationships (Waspada et al., 2020), invisible tasks (Sarno et 

al., 2019) and invisible tasks in non-free choice (Sarno et al., 2021). Most process discovery algorithms can 

mine sequence and branching relationships, but only a few algorithms, which are # algorithm (Wen et al., 

2010), $ algorithm (Guo et al., 2015), a graph-based algorithm (Sarno et al., 2019), GIT (Sarno et al., 
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2021) and Fodina (vanden Broucke & De Weerdt, 2017),  can form invisible tasks and/or invisible tasks in 

non-free choice constructs in the process model.  

Creating invisible tasks to delineate specific process flows is challenging because those tasks are 

not stored in the event log. Wen (Wen et al., 2010), the inventor of # algorithm, states that invisible tasks 

are formed to visualise skip, switch, and redo conditions. These invisible tasks are called invisible prime 

tasks. Other algorithms, $ algorithm (Guo et al., 2015), GIT (Sarno et al., 2021) and Fodina (vanden 

Broucke & De Weerdt, 2017) mine invisible tasks with reference to the rules of # algorithm.  

In addition to the branching relationship, some processes need stacked branching relationships to 

model their conditions. Invisible tasks are added to clarify the position of branching relationships when 

they are stacked (can be seen in the actual process model of Fig 1). This study also presents bakery 

productions processes and a solid hazardous waste management process that need invisible tasks to model 

stacked branching relationships in their process models (detailed explanation in Section 2.3). The ability of 

a process discovery algorithm to discover invisible tasks of stacked branching relationships is important, 

especially when the result is used for further analysis (e.g., conformance analysis) or modelling (e.g., 

simulation).  

 

Fig 1. The problem encountered when mining stacked branching relationships by # algorithm 

# algorithm can mine one type of stacked branching relationships (an AND relationship is 

followed by a XOR relationship) without define an invisible task, so # algorithm does not create rules to 

mine invisible tasks for stacked branching relationships. However, this study detects a problem if the stack 
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of branching relationships is switched (a XOR relationship is followed by an AND relationship) by using 

# algorithm. In Fig 1, although a mined process model of # based on an event log EL1 is sound, R cannot 

be parallelised with A and O. The  process model based on EL1 shows that R and A or R and O can be 

carried out in one process flow (case), whereas they are not allowed based on the actual model. $ algorithm 

(Guo et al., 2015) extends rules of # algorithm to mine invisible prime tasks in non-free choice (IT-SBR-

NFC). Nevertheless, $ has not considered IT-SBR-NFC because it adopts the invisible task mining rules 

of the # algorithm.  

In addition to accurately detecting relational variations, the computing time of process discovery is 

an important concern. Existing algorithms which are  (van der Aalst, 2016) and its developments, 

Inductive miner (Battineni et al., 2020), refined process structure tree (RPST) (Yan et al., 2019), Heuristic 

Miner (Namaki et al., 2022), and Fodina (vanden Broucke & De Weerdt, 2017) create rules of each type of 

relationships based on pairs of activities. Creating rules of each type of relationships produces high time 

complexity to mine advanced relationships, including invisible tasks and invisible tasks in non-free choice 

construct. Graph-based algorithms (Sarno et al., 2019, 2021; Waspada et al., 2020) store activities and 

obtained basic relationships in the form of graphs and mines advanced relationships based on obtained basic 

relationships to reduce time complexity. Another advantage of graph-based algorithm is that the event log 

and the process model are formed on one platform (graph database), so there is no conversion process.  

The current graph-based algorithms have several drawbacks. First, those algorithms could not 

identify invisible tasks of stacked branching relationships (IT-SBR) and invisible tasks in non-free choice 

for stacked branching relationships (IT-SBR-NFC) because their rules to constructing invisible tasks adopt 

rules of # algorithm. Moreover, those graph-based algorithms are not able to handle large data from the 

event log at once due to the data limit of the graph database. Based on this background, we have several 

motivations to perform this study as follows: 

1. This paper presents invisible tasks are needed to form stacked branching relationships condition (a 

XOR relationship is followed by AND/OR relationships) in the process model. A few process 
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discovery algorithms (Guo et al., 2015; Sarno et al., 2021; vanden Broucke & De Weerdt, 2017; Wen 

et al., 2010) can mine invisible tasks and # algorithm (Wen et al., 2010) is the pioneer algorithm of 

discovering invisible tasks. Unfortunately, # algorithm (Wen et al., 2010) cannot form invisible tasks 

of stacked branching relationships. Therefore, the appropriate method for mining invisible tasks of 

stacked branching relationships (IT-SBR) is needed to produce better process models and enhance the 

process model quality. 

2. Another advanced activity relationship is invisible tasks in non-free choice for stacked branching 

relationships (IT-SBR-NFC), i.e., a condition when IT-SBR meets non-free choice constructs. $ 

algorithm (Guo et al., 2015), the first algorithm that introduces invisible tasks in non-free choice, 

cannot mine IT-SBR-NFC because $ algorithm adopts rules of discover invisible tasks by # 

algorithm. Inability to form IT-SBR-NFC can decrease the quality of process model. 

3. Existing algorithms (Battineni et al., 2020; Guo et al., 2015; van der Aalst, 2016; vanden Broucke & 

De Weerdt, 2017; Wen et al., 2007, 2010; Yan et al., 2019) create rules of every type of activity 

relationships, so they produce high time complexity to mine advanced activity relationships, including 

IT-SBR and IT-SBR-NFC. Graph-based algorithms (Sarno et al., 2019, 2021; Waspada et al., 2020) 

reduce time complexity by utilising obtained basic relationships to form advanced relationships. 

However, the data limit of graph database causes the graph-based algorithms unable to model 

processes from a massive event log. Data pre-processing is needed to overcome the inadequacies of 

graph-based algorithms. 

According to those motivations, we propose a new graph-based algorithm—Graph Advanced 

Invisible Task in Non-free choice (GAITN)—to discover IT-SBR and IT-SBR-NFC from an event log. 

Specifically, we extend Graph Invisible Task (GIT) (Sarno et al., 2021) by adding new rules to identify IT-

SBR and IT-SBR-NFC. To handle a large volume of data, GAITN does data pre-processing by partitioning 

event logs into event log snippets. This is because the computing time required to process multiple smaller 

event log snippets is shorter than that required to process a single large event log. The use of partitions 
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requires us to modify the rule that discovers a sequence relationship, such that the rule can discover a 

sequence relationship from activities stored in multiple event log snippets. Identifying IT-SBR and IT-SBR-

NFC improves the quality of the process model, whereas partitioning event logs aims to increase scalability.  

We conducted two experiments to evaluate the GAITN. The objective of the first experiment is to 

compare the quality of the process model discovered by GAITN, GIT (Sarno et al., 2021),  $ (Guo et al., 

2015) and Fodina (vanden Broucke & De Weerdt, 2017) using fitness, precision, simplicity, and 

generalisation. For this experiment, we will use two synthetic event logs of processes containing IT-SBR-

NFC, an event log generated by the simulation model of a medical waste management system, and an event 

log of medical records (Sarno et al., 2021). The objective of the second experiment is to compare the 

computing times and number of events handled by those algorithms.  For this experiment, we use two 

synthetic event logs: two event logs from medical records (Sarno et al., 2021), and three real-life event logs: 

BPIC 2011 Hospital (B. F. van Dongen, 2012), Domestic Declarations (B. van Dongen, 2020), BPI 

Challenge 2012 (B. van Dongen, 2012a).  

The remainder of this paper is organized as follows. Section 2 describes the preliminaries of this 

research, such as the definition of the event log, graph query language, IT-SBR-NFC, types of constructs 

discovered by previous process discovery algorithms, and quality measures. A detailed explanation of the 

proposed GAITN algorithm is presented in Section 3. The materials, experimental results, and discussion 

are presented in Section 4. Finally, we conclude the study in Section 5. 

2. Preliminaries  

2.1. Event Log, Traces, and Cases 

The main input of PDAs is the event log. The event log is a collection of traces. A trace is a collection 

of unique cases. A case is formed by a sequence of executed activities. For example, an event log 𝐿3 =

{(𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷), (𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷)} contains two cases, each with four activities. However, these two 

cases were not unique. Therefore, L3 contained only one trace. 
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2.2. Graph Query Language (Cypher) 

Our proposed algorithm, GAITN, uses Cypher Query Language (Francis et al., 2018; Saad et al., 

2023; Šestak & Turkanovic, 2023) to implement discovery rules and construct a process model. Cypher 

Query Language is a declarative graph query language that can be used to create nodes and their 

relationships. In a GAITN, nodes represent activities and relationships denote links between activities in a 

process model. Cypher Query Language has several notations: rounded brackets denote nodes (nodes) and 

square brackets represent the relationship [:relation]. Every node contains information, and every piece of 

information is stored in a node as its attribute. An attribute contains two types of data: a label and a 

description. For example, Fig 2 shows a representation of the process model at the top of Cypher Query 

Language. To represent the GA activity in the process model, we used Cypher Query Language syntax 

(:Activity: {name:”GA”}). For the sequence relationship in the process model, the equivalent Cypher 

Query Language syntax is –[:relationship]→. The other Cypher syntaxes used by GAITN are listed in 

Table 1.  

 
Fig 2. Graph Model and Cypher Query Language 

Table 1. Cypher Syntaxes 

Syntaxes Description Examples 

MERGE Depict nodes 

and/or 

relationships 

and merge 

nodes with 

same names 

Objective: Construct an activity GA that has a sequence relationship 

with GB, where GA and GB are the first and last activities, respectively 

Cypher: MERGE (:activity {name:”GB”}) – [:Seq] → (:activity 

{name:”GA”}) 

Before Process: Empty graph database 

After Process: 
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DELETE Remove nodes 

and/or 

relationships 

Objective: Delete all nodes and their relationship 

Cypher: DELETE p=()–[]–() 

Before Process: 

 
After Process: Empty graph database 

 

2.3 Invisible Tasks in Non-Free Choice for Stacked Branching Relationships (IT-SBR-NFC) 

This paper adds the stacked branching relationships condition as a new condition that needs invisible 

tasks. The first example of a business process having stacked branching relationships is the production 

processes of a bakery. The bakery gets an order to factory (OTF) from the distributor and checks the OTF 

data. If the data are correct, the OTF will be forwarded to the Production Planning and Inventory Control 

(PPIC) Department and the Finished Goods Warehouse (FGW). However, if the data is incorrect, the bakery 

will return the OTF request to the distributor. The production process has stacked branching relationships 

after activity Checking OTF because there is a choice relationship (XOR) between activity returning OTF 

to Distributor and a parallel relationship (AND) of passing OTF to PPIC and passing OTF to FGW.  

Stacked branching relationships also occurred in the solid hazardous waste management processes. 

The solid waste is sorted into seven types: recyclable waste, pathological waste, infectious waste, sharp 

waste, pharmaceutical waste, cytotoxic waste, and radioactive waste. The activity of putting waste in the 

bin has choice relationships (XOR relationships) based on the type of waste. However, there are solid wastes 

classified as pathological infectious waste, so the activity of put pathological waste and put infectious waste 

has multi-choice relationship (OR relationship). The process of putting waste portrays stacking XOR-OR 

relationships, so the process model of solid hazardous waste management has invisible tasks of stacking 

branching relationships (denoted by gray boxes in Fig 5). Furthermore, there is non-free choice constructs 

between put waste and shed waste in the solid waste management process, so there is a condition that the 

invisible tasks meet non-free choice constructs. The solid waste management process needs invisible tasks 

in non-free choice constructs for stacked branching relationship condition (IT-SBR-NFC). 
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Fig 3 illustrates two examples of IT-SBR-NFC in a real-world process. The first flow pattern, the IT-

SBR represents a combination of a choice relationship (XOR) and a multi-choice relationship (OR) or 

parallel relationship (AND). In a process model, this is achieved by adding a dummy activity called invisible 

tasks (e.g., gray nodes in Fig 3). The second flow pattern, the non-free choice (NFC) construct, represents 

a situation in which a choice depends on a previous choice (Guo et al., 2015; Sarno et al., 2021; Zheng et 

al., 2019); for example, the choices are connected by dotted lines in Fig 3. Hence, the IT-SBR-NFC occurs 

when the invisible tasks of stacked branching relationships (IT-SBR) meet the non-free choice (NFC) 

construct in the process model.  

 
Fig 3. Invisible Tasks in Non-Free Choice for Stacked Branching Relationships 

1.3 GIT Algorithm  

GIT (Sarno et al., 2021) defines eight relationships: 
𝑠𝑒𝑞
→ ,  

𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→     ,

𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→     , 

𝑎𝑛𝑑𝑠𝑝𝑙𝑖𝑡
→      , 

𝑎𝑛𝑑𝑗𝑜𝑖𝑛
→     , 

𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→    , 

𝑜𝑟𝑗𝑜𝑖𝑛
→    , 

𝑁𝐹𝐶
→  , and depicts an additional task: Invisible Prime Task (IPT).  

𝑠𝑒𝑞
→  expresses two activities that can 

be executed consecutively. 
𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→      and 

𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→      symbolize the XOR relationship, whereas 

𝑎𝑛𝑑𝑠𝑝𝑙𝑖𝑡
→       and 

𝑎𝑛𝑑𝑗𝑜𝑖𝑛
→      
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denote the AND relationship. 
𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→     and 

𝑜𝑟𝑗𝑜𝑖𝑛
→     represent OR relationships. The NFC relationship is denoted 

as 
𝑁𝐹𝐶
→  . Definition 1 is formal description of GIT algorithm and Table 2 shows the graph-based process models 

depicted by the GIT. 

 

Definition 1. (Relationships defined in GIT algorithm) Let 𝑇 be a set of activities (𝑡1, 𝑡2, … , 𝑡𝑛), 𝐿 be an 

event log over  𝑇, 𝑘, 𝑙, 𝑎𝑛𝑑 𝑦 are three tasks depicted in a graph model, the relationships defined in GIT 

algorithm are defined as follows: 

- 𝑘
𝑠𝑒𝑞
→ 𝑙 ⟺ 𝑡1, 𝑡2, … , 𝑡𝑛 ∈ 𝐿, 𝑖 ∈ 1,… , 𝑛: 𝑡𝑖 = 𝑘 ∧ 𝑡𝑖+1 = 𝑙 ∧ 𝑡𝑖𝐶𝑎𝑠𝑒𝐼𝐷 = 𝑡𝑖+1𝐶𝑎𝑠𝑒𝐼𝐷  

- 𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑘) ⟺ 𝑘
𝑠𝑒𝑞
→ 𝑡𝑖 

- 𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑘)  ⟺ 𝑡𝑖
𝑠𝑒𝑞
→ 𝑘 

- 𝑘
𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→     𝑙 ⟺ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑘) > 1) ∧ (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑙) = 1) ∧ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑙) = 1) 

- 𝑙
𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→     𝑘 ⟺ (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑘) > 1) ∧ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑙) = 1) ∧ (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑙) = 1) 

- 𝑘
𝑎𝑛𝑑𝑠𝑝𝑙𝑖𝑡
→      𝑙 ⟺ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑘) > 1) ∧ (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑙) = 𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑘)) ∧ (¬(𝑙

𝑠𝑒𝑞
→ 𝑘)) 

- 𝑙
𝑎𝑛𝑑𝑗𝑜𝑖𝑛
→     𝑘 ⟺ (𝑛𝑖𝑛𝑔𝑜𝑖𝑛𝑔(𝑘) > 1) ∧ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑙) = 𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑘)) ∧ (¬(𝑘

𝑠𝑒𝑞
→ 𝑙)) 

- 𝑘
𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→    𝑙 ⟺ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑘) > 1) ∧ (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑙) > 1) ∧ (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑙) < 𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑘)) ∧

(¬(𝑙
𝑠𝑒𝑞
→ 𝑘)) 

- 𝑙
𝑜𝑟𝑗𝑜𝑖𝑛
→    𝑘 ⟺ (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑘) > 1) ∧ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑙) > 1) ∧ (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑙) < 𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑘)) ∧

(¬(𝑘
𝑠𝑒𝑞
→ 𝑙)) 

- 𝑘
𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→     𝐼𝑃𝑇

𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→     𝑙 ⟺ (𝑘

𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→     𝑙) ∧ (𝑘

𝑥𝑜𝑟𝑠𝑝𝑖𝑡
→     ¬𝑙) 

- 𝑙
𝑁𝐹𝐶
→  𝑦 ⟺ (𝑙

𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→     𝑘) ∧ (𝑘

𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→     𝑦) ∧ (𝐶𝑎𝑠𝑒𝐼𝐷𝑙 = 𝐶𝑎𝑠𝑒𝐼𝐷𝑦) 

- 𝑙
𝑁𝐹𝐶
→  𝐼𝑃𝑇 ⟺ (𝑙

𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→     𝑘) ∧ (𝑘

𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→     𝐼𝑃𝑇) ∧ (𝐼𝑃𝑇

𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→     𝑦) ∧ (𝐶𝑎𝑠𝑒𝐼𝐷𝑙 = 𝐶𝑎𝑠𝑒𝐼𝐷𝑦) 

Table 2. Relationships of Activities 
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Name of 

Relationship 

Traces of an Event Log  

/ Process Models of GIT 

Sequence Trace: (𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷) 
Process Model: 

 
 

XOR  Traces: (𝐺𝐴, 𝐺𝐵, 𝐺𝐸), (𝐺𝐴, 𝐺𝐶, 𝐺𝐸), (𝐺𝐴, 𝐺𝐷, 𝐺𝐸) 
Process Model: 

 
 

AND  Traces: (𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷, 𝐺𝐸), (𝐺𝐴, 𝐺𝐵, 𝐺𝐷, 𝐺𝐶, 𝐺𝐸), 
(𝐺𝐴, 𝐺𝐶, 𝐺𝐵, 𝐺𝐷, 𝐺𝐸), (𝐺𝐴, 𝐺𝐶, 𝐺𝐷, 𝐺𝐵, 𝐺𝐸), (𝐺𝐴, 𝐺𝐷, 𝐺𝐵, 𝐺𝐶, 𝐺𝐸), 
(𝐺𝐴, 𝐺𝐷, 𝐺𝐶, 𝐺𝐵, 𝐺𝐸) 
 

Process Model: 

 
OR Traces: (𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐸), (𝐺𝐴, 𝐺𝐵, 𝐺𝐷, 𝐺𝐸), (𝐺𝐴, 𝐺𝐶, 𝐺𝐵, 𝐺𝐸), 

(𝐺𝐴, 𝐺𝐶, 𝐺𝐷, 𝐺𝐸), (𝐺𝐴, 𝐺𝐷, 𝐺𝐵, 𝐺𝐸), (𝐺𝐴, 𝐺𝐷, 𝐺𝐶, 𝐺𝐸) 
 

Process Model: 
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NFC  Traces: (𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷, 𝐺𝐸), (𝐺𝐴, 𝐺𝐹, 𝐺𝐶, 𝐺𝐺, 𝐺𝐸) 
 

Process Model: 

 
 

IPT Traces: (𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷), (𝐺𝐴, 𝐺𝐷) 
 

Process Model: 

 
IPT-NFC  Traces: (𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷, 𝐺𝐹, 𝐺𝐺), (𝐺𝐴, 𝐺𝐷, 𝐺𝐸, 𝐺𝐺) 

 

Process Model: 

 
 

The GIT determines XOR, AND, and OR based on the number of outgoing and incoming arrows. 

The total number of outgoing arrows from 𝑘 (𝑛𝑜𝑢𝑡𝑔𝑜𝑖𝑛𝑔(𝑘)) represents the number of relationships in the 

graph-based process model, where all these relationships have 𝑘 denotes the initial activity. By contrast, 

the total number of incoming arrows to 𝑘 (𝑛𝑖𝑛𝑐𝑜𝑚𝑖𝑛𝑔(𝑘)) is the number of relationships appearing in a graph-

based process model, where all of these relations have 𝑘 as the final activity. An XOR relationship over a 

set of activities is discovered when each activity in the set has an incoming or an outgoing arrow. An AND 

relationship occurs over a set of activities when the number of incoming and outgoing arrows is equal to 

the total number of activities in the set. For example, in a graph-based process model, activities 𝑘, 𝑙 and 𝑦 
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are included in the AND relationship if each activity has three incoming and outgoing arrows. The OR 

relationship over a set of activities is depicted if the number of incoming arrows or outgoing arrows is more 

than one but less than the number of activities in the set. An IPT relationship between two activities is 

formed in the process model if those activities have 
𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→      and if one of the activities has 

𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→      to another 

activity. For example, if activity 𝑘 has 
𝑥𝑜𝑟𝑗𝑜𝑖𝑛
→      with activity 𝑙 and activity 𝑘 has 

𝑥𝑜𝑟𝑠𝑝𝑙𝑖𝑡
→      with activity 𝑦, an 

IPT relationship exists between activities 𝑘 and activity 𝑙. An NFC exists if the execution of an activity in 

an XOR relationship depends on the earlier activity in an XOR relationship. For example, if there is an 

event log 𝐿4 = {(𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷, 𝐺𝐸), (𝐺𝐴, 𝐺𝐹, 𝐺𝐶, 𝐺𝐺, 𝐺𝐸)}, there are two NFC: 𝐺𝐹
𝑁𝐹𝐶
→  𝐺𝐺 and 

𝐺𝐵
𝑁𝐹𝐶
→  𝐺𝐷. Meanwhile, if there is an event log 𝐿5 = {(𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐷, 𝐺𝐸), (𝐺𝐴, 𝐺𝐹, 𝐺𝐶, 𝐺𝐺, 𝐺𝐸), 

(𝐺𝐴, 𝐺𝐵, 𝐺𝐶, 𝐺𝐺, 𝐺𝐸), (𝐺𝐴, 𝐺𝐹, 𝐺𝐶, 𝐺𝐷, 𝐺𝐸)}, 𝐺𝐹
𝑁𝐹𝐶
→  𝐺𝐺 and 𝐺𝐵

𝑁𝐹𝐶
→  𝐺𝐷 are not depicted by GIT (Sarno 

et al., 2021) because 𝐺𝐹 and 𝐺𝐺 are not always executed in the same trace. This is also true for 𝐺𝐵 and 𝐺𝐷. 

IPT-NFC is a combination of IPT and NFC.  

2.5. Quality Measurements 

The PDA quality can be measured using four dimensions: fitness, precision, simplicity,  and 

generalization (Imran et al., 2022; Sarno et al., 2021; Syring et al., 2019). Fitness measures the ability of 

PDAs to portray all traces of an event log in the process model obtained. The more traces of an event log 

formed in a process model, the higher the fitness value. Precision measures the fit of a discovered process 

model. The fitness value emphasizes the traces of an event log, whereas the precision value focuses on 

traces formed in the obtained process model. Generalization shows how a process model can accommodate 

the emergence of new traces. Simplicity measures the simplicity of a process model. The ‘simple process 

model’ depicts precise relationships and nonredundant activities. 

3. Methodology  

Fig 4 shows the main flow of the GAITN algorithm. The GAITN algorithm solves the scalability 

problem of the Graph-based Invisible Task (GIT) algorithm (Sarno et al., 2021) by partitioning the event 
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log into event log snippets (Step 1). As shown in the experiment, the rule to discover sequence performs 

better in processing multiple smaller event log snippets than a big event log ( even though the total size of 

the event log snippets is the same as that of the large event log). In the second step, we applied the rule to 

form a sequence relationship to all event log snippets and combined the discovered sequences into one 

graph model. In the final step, GAITN applies rules to form other relationships and adds them to the graph 

model. The GAITN output is a graph-based process model.  

 
Fig 4. Flowchart of GAITN 

3.1. Partitioning Event Log 

A graph database requires high computing time when processing a large volume of data (Sarno et 

al., 2021). Therefore, GAITN partitions the event log into smaller event log snippets to reduce computing 

time. The partitioning process is performed using the Hadoop Distributed File System (HDFS) (Hua et al., 

2018; Oussous et al., 2018). In our experiment, we set the size of each snippet to 1 MB because the graph 

database employed in GAITN performs better with smaller data. Based on the five event logs used in this 

study, a block size of 1 MB stores approximately 500 recorded cases.  

3.2. Forming Sequence Relationship 

The rules for discovering sequence relationships in GAITN are listed in Algorithm 1. This rule is 

formed by the CQL syntax of MERGE. This rule uses the timestamp and case ID to determine the sequence 

relationship between two activities. The rule discovers a sequence relationship between two activities if 

both activities have the same case ID and the timestamp of the initial activity (𝑇𝑎𝑡𝑖𝑚𝑒) is earlier than the 

timestamp of the end activity (𝑇𝑎+1𝑡𝑖𝑚𝑒).  
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An additional rule was implemented in the first activity of the event log snippet to merge two snippets 

(lines 2-8). This additional rule is not applicable for the first snippet (𝐺 ≠ ∅). First, the rule searches for 

activities (𝑔𝑎) that have the same case id as the case id of the first activity (𝑔𝑐). If no activity after 𝑔𝑎 

((𝑔𝑎) → ∅), then the rule creates a sequence relationship from 𝑔𝑎 to 𝑔𝑐. Another condition for creating a 

sequence relationship from 𝑔𝑎 to 𝑔𝑐 if the next activity of 𝑔𝑎 (𝑔𝑏) has different case ID with 𝑔𝑐. The 

purpose of the second condition is to connect the first activity of the new snippet with the last activity of 

the previous snippet, where the last activity already has a sequence relationship with another activity. 

Algorithm 1. Algorithm to Discover Sequence Relationship 

𝐈𝐧𝐩𝐮𝐭: 𝑎 𝑙𝑖𝑠𝑡 𝑜𝑓 𝑎𝑐𝑡𝑖𝑣𝑖𝑡𝑖𝑒𝑠 𝑖𝑛 𝑎𝑛 𝑒𝑣𝑒𝑛𝑡 log 𝑠𝑛𝑖𝑝𝑝𝑒𝑡 (𝑇), 𝑛𝑢𝑚𝑏𝑒𝑟 𝑜𝑓 𝑎𝑐𝑡𝑖𝑣𝑖𝑡𝑖𝑒𝑠 𝑖𝑛 𝑙𝑖𝑠𝑡 (𝑛𝑇),  
𝑎𝑛𝑑 𝑎 𝑙𝑖𝑠𝑡 𝑜𝑓 𝑎𝑐𝑡𝑖𝑣𝑖𝑡𝑖𝑒𝑠 𝑖𝑛 𝑎 𝑔𝑟𝑎𝑝ℎ 𝑝𝑟𝑜𝑐𝑒𝑠𝑠 𝑚𝑜𝑑𝑒𝑙 (𝐺)  

𝐎𝐮𝐭𝐩𝐮𝐭: 𝑎𝑛 𝑢𝑝𝑑𝑎𝑡𝑒𝑑 𝑔𝑟𝑎𝑝ℎ 𝑝𝑟𝑜𝑐𝑒𝑠𝑠 𝑚𝑜𝑑𝑒𝑙  
1: 𝒇𝒐𝒓 𝑎 = 0 𝒕𝒐 𝑛𝑇 − 1 𝒅𝒐 

2: 𝒊𝒇(𝑎 = 0) ∧ (𝐺 ≠ ∅) 𝒕𝒉𝒆𝒏 

3: 𝒇𝒐𝒓 ( 𝑔𝑎, 𝑔𝑏 ∈ 𝐺) ∧ ((𝑔𝑎) − [∶ CASEID] → 𝑇𝑎𝐶𝑎𝑠𝑒𝐼𝐷) 𝒅𝒐 

4: 𝒊𝒇 ((𝑔𝑎) → ∅) ∨ (((𝑔𝑎) − [] → (𝑔𝑏)) ∧ ¬((𝑔𝑏) − [∶ CASEID] → 𝑇𝑎𝐶𝑎𝑠𝑒𝐼𝐷))𝒕𝒉𝒆𝒏 

5: 𝑔𝑐 ← 𝑇𝑎𝑁𝑎𝑚𝑒  

6: MERGE (𝑔𝑎) − [: SEQUENCE] → (𝑔𝑐)  − [: CASEID] → (𝑇𝑎𝐶𝑎𝑠𝑒𝐼𝐷) 

7: 𝒆𝒏𝒅𝒊𝒇 
8: 𝒆𝒏𝒅𝒇𝒐𝒓 
9: 𝒆𝒍𝒔𝒆 

10: 𝒊𝒇 (𝑇𝑎𝐶𝑎𝑠𝑒𝐼𝐷 = 𝑇𝑎+1𝐶𝑎𝑠𝑒𝐼𝐷) ∧ (𝑇𝑎𝑡𝑖𝑚𝑒 < 𝑇𝑎+1𝑡𝑖𝑚𝑒) 𝒕𝒉𝒆𝒏 

11: 𝑔𝑎 ← 𝑇𝑎𝑁𝑎𝑚𝑒  , 𝑔𝑏 ← 𝑇𝑎+1𝑁𝑎𝑚𝑒 

12: MERGE (𝑇𝑎𝐶𝑎𝑠𝑒𝐼𝐷) ← [: CASEID] ← (𝑔𝑎) − [: SEQUENCE] → (𝑔𝑏) − [: CASEID] → (𝑇𝑎+1𝐶𝑎𝑠𝑒𝐼𝐷) 

13: 𝒆𝒏𝒅𝒊𝒇 

14: 𝒆𝒏𝒅𝒊𝒇 

15: 𝒆𝒏𝒅𝒇𝒐𝒓 

 

3.3. Discovering Other Relationships Beside Sequence 

After discovering the sequence relationships, the GAITN applies the rules implemented in the GIT to 

discover the XOR, OR, AND, invisible prime tasks (IPT), and NFC relationships. Details of this step are 

reported in (Sarno et al., 2021). The next step was to discover invisible tasks of stacked branching 

relationships and invisible tasks in non-free choice.  

3.3.1 Constructing Invisible Tasks of Stacked Branching Relationships 

The GAITN algorithm uses the outputs of the GIT algorithm to form invisible tasks of stacked 

branching relationship (IT-SBR). GIT detected stacked branching XOR-AND relationships and stacked 



16 

 

branching XOR-OR relationships as OR relationships, so GIT could not mine stacked branching 

relationships. However, we can create a rule to discover IT-SBR by utilising the number of recorded 

activities of cases in the event log. The rules for discarding the IT-SBR are shown in Algorithm 2. Lines 5-

20 are rules for constructing the IT-SBR in SPLIT relationships and lines 21-30 for forming the IT-SBR in 

JOIN relationships.  

The GAITN algorithm applies the rules if there is an activity (𝑔𝑎) that has XOR relationship with an 

activity (𝑔𝑏) and  OR relationships with other activities (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) in the graph process model. Based 

on lines 6-12, 𝑛𝑠𝑎𝑚𝑒𝐶𝑎𝑠𝑒𝐼𝐷 is a number of cases containing all activities (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) 

and 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 is a number of cases containing one or several activities of (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛). GAITN 

constructs invisible tasks of stacked branching XOR-AND relationships if 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 is 0 and forms 

invisible tasks of stacked branching XOR-OR relationships if 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 is greater than 0. 

Algorithm 2. Algorithm to Discover Invisible Tasks of Stacked Branching Relationships (IT-SBR) 

𝐈𝐧𝐩𝐮𝐭: 𝑎 𝑙𝑖𝑠𝑡 𝑜𝑓 𝑎𝑐𝑡𝑖𝑣𝑖𝑡𝑖𝑒𝑠 (𝐺) 𝑎𝑛𝑑 𝑎 𝑙𝑖𝑠𝑡 𝑜𝑓 𝑐𝑎𝑠𝑒 𝐼𝐷 (kID) 𝑜𝑓 𝑎 𝑔𝑟𝑎𝑝ℎ 𝑝𝑟𝑜𝑐𝑒𝑠𝑠 𝑚𝑜𝑑𝑒𝑙  
𝐎𝐮𝐭𝐩𝐮𝐭: 𝑎𝑛 𝑢𝑝𝑑𝑎𝑡𝑒𝑑 𝑔𝑟𝑎𝑝ℎ 𝑝𝑟𝑜𝑐𝑒𝑠𝑠 𝑚𝑜𝑑𝑒𝑙 
1: IT ← 𝑖𝑛𝑣𝑖𝑠𝑖𝑏𝑙𝑒 𝑡𝑎𝑠𝑘 

2: 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 ← 0 

3: 𝑛𝑠𝑎𝑚𝑒𝐶𝑎𝑠𝑒𝐼𝐷 ← 0 

4: 𝒇𝒐𝒓  (𝑔𝑎 ∈ 𝐺) 𝒅𝒐 

5: 𝒊𝒇 ((𝑔𝑎) − [: XORSPLIT] → (𝑔𝑏)) ∧ ((𝑔𝑎) − [: ORSPLIT] → (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛)) 𝒕𝒉𝒆𝒏 

6: 𝒇𝒐𝒓(𝑘 ∈ kID) 𝒅𝒐 

7: 𝒊𝒇 (∀(𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) − [∶ CASEID] → 𝑘) 𝒕𝒉𝒆𝒏 

8: 𝑛𝑠𝑎𝑚𝑒𝐶𝑎𝑠𝑒𝐼𝐷 ← 𝑛𝑠𝑎𝑚𝑒𝐶𝑎𝑠𝑒𝐼𝐷 + 1 

9: 𝒆𝒍𝒔𝒆 𝒊𝒇 (∃(𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) − [∶ CASEID] → 𝑘) 𝒕𝒉𝒆𝒏 

10: 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 ← 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 + 1 

11: 𝒆𝒏𝒅𝒊𝒇 

12: 𝒆𝒏𝒅𝒇𝒐𝒓 

13: 𝒊𝒇 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 = 0 𝒕𝒉𝒆𝒏 

14: 𝐌𝐄𝐑𝐆𝐄 (𝑔𝑎) − [∶ XORSPLIT] → (𝑖: IT) 
15: 𝐌𝐄𝐑𝐆𝐄 (𝑖: IT) − [∶ ANDSPLIT] → (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) 
16: 𝒆𝒍𝒔𝒆 𝒕𝒉𝒆𝒏 

17: 𝐌𝐄𝐑𝐆𝐄 (𝑔𝑎) − [∶ XORSPLIT] → (𝑖: IT) 
18 𝐌𝐄𝐑𝐆𝐄 (𝑖: IT) − [∶ ORSPLIT] → (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) 
19: 𝒆𝒏𝒅𝒊𝒇 

20: 𝒆𝒏𝒅𝒊𝒇 

21: 𝒊𝒇 ((𝑔𝑎) ← [: XORJOIN] − (𝑔𝑏)) ∧ ((𝑔𝑎) ← [: ORJOIN] − (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛))  𝒕𝒉𝒆𝒏 

22: 𝑑𝑜 𝑙𝑖𝑛𝑒𝑠 6 − 12 

23: 𝒊𝒇 𝑛𝑑𝑖𝑓𝑓𝑒𝑟𝑒𝑛𝑡𝐶𝑎𝑠𝑒𝐼𝐷 = 0 𝒕𝒉𝒆𝒏 



17 

 

Algorithm 2. Algorithm to Discover Invisible Tasks of Stacked Branching Relationships (IT-SBR) 

24: 𝐌𝐄𝐑𝐆𝐄 (𝑖: IT) − [∶ XORJOIN] → (𝑔𝑎) 
25: 𝐌𝐄𝐑𝐆𝐄 (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) − [∶ ANDJOIN] → (𝑖: IT) 
26: 𝒆𝒍𝒔𝒆 𝒕𝒉𝒆𝒏 

27: 𝐌𝐄𝐑𝐆𝐄 (𝑖: IT) − [∶ XORJOIN] → (𝑔𝑎) 
28: 𝐌𝐄𝐑𝐆𝐄 (𝑔𝑐1, 𝑔𝑐2, … , 𝑔𝑐𝑛) − [∶ ORJOIN] → (𝑖: IT) 
29: 𝒆𝒏𝒅𝒊𝒇 

30: 𝒆𝒏𝒅𝒊𝒇 

31: 𝒆𝒏𝒅𝒇𝒐𝒓 

 

3.3.2 Constructing Invisible Tasks in Non-Free Choice for Stacked Branching Relationships 

Algorithm 3 describes the rules for discovering Invisible Tasks in Non-Free Choice for Stacked 

Branching Relationships (IT-SBR-NFC). There were three steps: discovering an NFC from an invisible 

task to another activity (lines 3-7); forming an NFC from one activity to an invisible task (lines 8-12); and 

describing the NFC relationship from one invisible task to another invisible task (lines 13-19). GAITN 

searches for an activity (say 𝑔𝑐) that has a XORJOIN relationship and a XORSPLIT relationship with other 

activities. An NFC from an invisible task to an activity (say 𝑔𝑎) is formed when the invisible task has a 

XORJOIN relationship with 𝑔𝑐, 𝑔𝑐 has a XORSPLIT relationship with 𝑔𝑎 and the set of activities related 

to the invisible task has the same Case ID as 𝑔𝑎. An NFC from an activity (𝑔𝑎) to an invisible task is formed 

when 𝑔𝑐 has a XORSPLIT to the invisible task and a XORJOIN from 𝑔𝑎, and the set of activities related to 

the invisible task has the same Case ID as 𝑔𝑎. GAITN discovers an NFC from one invisible task to another 

invisible task if the invisible task has an XORSPLIT relationship to 𝑔𝑐, another invisible task has an 

XORJOIN relationship from 𝑔𝑐, and the activities related to both invisible tasks have the same Case ID.  

Algorithm 3. Algorithm to Discover IT-SBR in Non-Free Choice (IT-SBR-NFC) 

𝐈𝐧𝐩𝐮𝐭: 𝑎 𝑙𝑖𝑠𝑡 𝑜𝑓 𝑎𝑐𝑡𝑖𝑣𝑖𝑡𝑖𝑒𝑠 (𝐺) 𝑜𝑓 𝑎 𝑔𝑟𝑎𝑝ℎ 𝑝𝑟𝑜𝑐𝑒𝑠𝑠 𝑚𝑜𝑑𝑒𝑙 
𝐎𝐮𝐭𝐩𝐮𝐭: 𝑎𝑛 𝑢𝑝𝑑𝑎𝑡𝑒𝑑 𝑔𝑟𝑎𝑝ℎ 𝑝𝑟𝑜𝑐𝑒𝑠𝑠 𝑚𝑜𝑑𝑒𝑙 
1: 𝑘 ← 𝑛𝑎𝑚𝑒 𝑜𝑓 𝑐𝑎𝑠𝑒 𝐼𝐷, IT ← 𝑖𝑛𝑣𝑖𝑠𝑖𝑏𝑙𝑒 𝑡𝑎𝑠𝑘 

2: 𝒇𝒐𝒓  (𝑔𝑎, 𝑔𝑏, 𝑔𝑐 ∈ 𝐺) 𝒅𝒐 

3: 𝒊𝒇 ((𝑖: IT) − [: JOIN] → (𝑔𝑐) − [: SPLIT ] → (𝑔𝑎)) 𝒅𝒐 

4: 𝒊𝒇 ((𝑔𝑏) − [ ] → (𝑖: IT)) ∧ ((𝑔𝑎) − [∶ CASEID] → 𝑘 ← [∶ CASEID] − (𝑔𝑏))𝒕𝒉𝒆𝒏 

5: 𝐌𝐄𝐑𝐆𝐄 (𝑖) − [∶ NONFREECHOICE] → (𝑔𝑎) 
6: 𝒆𝒏𝒅𝒊𝒇 

7: 𝒆𝒏𝒅𝒊𝒇 

8: 𝒊𝒇 ((𝑔𝑎) − [: JOIN] → (𝑔𝑐) − [: SPLIT ] → (𝑖: IT)) 𝒅𝒐 

9: 𝒊𝒇 ((𝑖: IT) − [ ] → (𝑔𝑏)) ∧ ((𝑔𝑎) − [∶ CASEID] → 𝑘 ← [∶ CASEID] − (𝑔𝑏))𝒕𝒉𝒆𝒏 

10: 𝐌𝐄𝐑𝐆𝐄 (𝑔𝑎) − [∶ NONFREECHOICE] → (𝑖) 
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11: 𝒆𝒏𝒅𝒊𝒇 

12: 𝒆𝒏𝒅𝒊𝒇 

13: 𝒊𝒇 ((𝑖: IT) − [: JOIN] → (𝑔𝑐) − [: SPLIT ] → (𝑗: IT)) 𝒅𝒐 

14: 𝒊𝒇 ((𝑔𝑎) − [ ] → (𝑖: IT)) ∧ ((𝑔𝑏) ← [ ] − (𝑗: IT)) 𝒕𝒉𝒆𝒏 

15: 𝒊𝒇 ((𝑔𝑎) − [∶ CASEID] → 𝑘 ← [∶ CASEID] − (𝑔𝑏)) 𝒕𝒉𝒆𝒏 

16: 𝐌𝐄𝐑𝐆𝐄 (𝑖) − [∶ NONFREECHOICE] → (𝑗) 
17: 𝒆𝒏𝒅𝒊𝒇 

18 𝒆𝒏𝒅𝒊𝒇 

19: 𝒆𝒏𝒅𝒊𝒇 

20: 𝒆𝒏𝒅𝒇𝒐𝒓 

4 Experiments 

In the first experiment, we compared the quality of the process model discovered by the GAITN, GIT, 

$, and Fodina algorithms, using the four measurements. In this experiment, we used four synthetic event 

logs: L1, L2, solid medical waste handling simulation and medical record (Sarno et al., 2021).  

We show the standard operating procedure (SOP) of solid medical waste handling in our case using 

the Business Process Modeling Notation (BPMN) (Marin-Castro & Tello-Leal, 2021). In Fig 5, the activity 

names are shown in their initials and the corresponding full names are given in the list next to the diagram. 

The figure shows several relationships, such as sequence (denoted by →), XOR (denoted by a diamond 

with X icon), OR (denoted by a diamond with O icon), invisible tasks (denoted by gray boxes), and the 

NFC relationship (shown by a dotted line; for example, if activity PRB is executed in the following XOR 

choice, activity SW must be selected). Appendix A provides a detailed explanation of the solid medical waste 

handling simulation model. 
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Fig 5. Standard Operating Procedure for Solid Medical Waste Handling 

To measure the scalability of algorithms, we added three real-life event logs: BPIC 2011 Hospital (B. 

F. van Dongen, 2012), DomesticDeclarations (B. van Dongen, 2020), BPI Challenge 2012 (B. van Dongen, 

2012a). The detail information of event logs is described in Table 3.  

Table 3. Event Logs for Experiment 

Event Log Total Events Total Cases Total Traces Reference 

L2 – IT-SBR-NFC of 

XOR-OR relationships 
1.7 x 102 

(170) 
35 7 This paper (Fig 3) 

L1 – IT-SBR-NFC of 

XOR-AND relationships 
2.0 x 102 

(200) 
35 7 This paper (Fig 3) 

Medical Record Small 
5.5 x 102 

(552) 
48 48 (Sarno et al., 2021) 

Medical Record 
3.0 x 103 

(3,084) 
306 303 (Sarno et al., 2021) 

Solid Waste Handling 
5.9 x 103 

(5,941) 
478 10 This paper (Fig 5) 

DomesticDeclarations 
5.6 x 104 

(56,437) 
10,500 99 

(B. van Dongen, 

2020) 

BPIC 2011 Hospital Log 
1.5 x 105 

(150,291) 
1,143 981 

(B. F. van Dongen, 

2012) 
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Event Log Total Events Total Cases Total Traces Reference 

BPI Challenge 2012 
2.6 x 105 

(262,200) 
13,087 4,366 

(B. van Dongen, 

2012b) 

 

A process model discovered by the GAITN from the solid-waste handling event log is shown in Fig 6, 

while other process models are presented in Appendix B. $ produces a timeout error from a log of a solid 

waste handling; hence, the process model cannot be identified. GAITN has successfully discovered invisible 

tasks, NFC, and IT-SBR-NFC, which are denoted by grey circles, red lines, and grey circles connected by red 

lines, respectively. GIT misinterprets the stacked branching XOR-AND relationships and the stacked 

branching XOR-OR relationships with OR relationships, while Fodina discovers the stacked branching XOR-

OR relationships as AND relationships. Neither GIT nor Fodina discovered IT-SBR-NFC.  

The results of the first experiment and the average scores of the results are listed in Table 4. The 

inability of forming a process model from solid waste-handling event log causes $ has lowest scores in 

fitness, generalisation, and simplicity. GIT and Fodina get low precision scores because those algorithms 

discover many traces that do not match the event log due to inability to form IT-SBR and IT-SBR-NFC. 

GAITN gets the highest average scores of fitness, precision, generalisation, and simplicity among other 

algorithms. This can be attributed to the fact that it can form OR, NFC, and IT-SBR-NFC relationships.   
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Fig 6. A solid medical waste handling process model obtained by the proposed method (GAITN) 

Table 4. Quality Measurements of Obtained Process Models Discovered by Algorithms 

Event Log Algorithm 
Fitness  

(0.0 – 1.0) 

Precision 

(0.0 – 1.0) 

Generalisation 

(0.0 – 1.0) 

Simplicity 

(0.0 – 1.0) 

L1 – IT-SBR-NFC 

of XOR-AND 

relationships 

 

Proposed method (GAITN) 1.000 1.000 0.930 1.000 

GIT 0.857 0.083 0.929 0.909 

 $ 1.000 0.250 0.933 0.813 

Fodina 1.000 0.500 0.930 1.000 

L2 – IT-SBR-NFC 

of XOR-OR 

relationships 

Proposed method (GAITN) 1.000 1.000 0.930 1.000 

GIT 0.857 0.083 0.933 0.909 

 $ 0.143 0.036 0.920 0.750 

Fodina 0.140 0.070 0.929 0.917 

Solid Medical 

Waste Handling 
Proposed method (GAITN) 1.000 1.000 0.808 1.000 

GIT 0.400 0.002 0.804 0.972 

 $ - - - - 

Fodina 0.800 0.444 0.806 0.944 

Medical Record Proposed method (GAITN) 1.000 1.000 0.970 1.000 

GIT 
1.000 1.000 0.970 1.000 

 $ 1.000 1.000 0.970 1.000 



22 

 

Event Log Algorithm 
Fitness  

(0.0 – 1.0) 

Precision 

(0.0 – 1.0) 

Generalisation 

(0.0 – 1.0) 

Simplicity 

(0.0 – 1.0) 

Fodina 1.000 0.870 0.970 1.000 

𝒙 Proposed method (GAITN) 1.000 1.000 0.910 1.000 

GIT 0.779 0.292 0.909 0.948 

 $ 0.536 0.322 0.706 0.641 

Fodina 0.735 0.471 0.909 0.965 

Note: - indicates that the algorithm cannot complete the task (timeout error), �̅� is the average 

measurement value for each algorithm 

 

In the second experiment, we compared the maximum activity that can be formed by GAITN, GIT, 

$ and Fodina algorithms. As shown in Table 5, GAITN is the only algorithm that can process models up 

to 2.6 x 105 events, while GIT, Fodina, and  $ handled  1.5 x 105, 5.6 x 104 and 5.6 x 104, respectively. The 

computing time of GIT and Fodina increased slowly; however, $ has a sharp increase in computing time 

when the number of events reached 5.6 x 104 events. Fodina has the fastest computing time among other 

algorithms; however, this algorithm cannot handle more 5.6 x 104 events. The increase in computing times 

of GAITN, GIT, and $ in line with the increase in number of events. The computing time of Fodina is 

more affected by the number of traces than number of events. The experiments show that GAITN can 

handle more events than the other algorithms. 

 

Table 5. Scalability: Computing Time of Discovery and Maximum Handled Events 

Total Events 

Computing Time of Discovery (s) 

Proposed method 

(GAITN) 
$ GIT Fodina 

1.7 x 102 0.340 0.153 0.340 0.168 

2.0 x 102 0.342 0.158 0.342 0.170 

5.5 x 102 0.849 0.417 0.849 0.590 

3.0 x 103 2.978 1.235 2.978 0.780 

5.9 x 103 8.381 3.351 8.381 0.350 

5.6 x 104 11.971 519.890 11.971 0.650 

1.5 x 105 32.385 - 32.385 - 
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Total Events 

Computing Time of Discovery (s) 

Proposed method 

(GAITN) 
$ GIT Fodina 

2.6 x 105 45.274 - - - 

Note: - indicates that the algorithm cannot complete the task (timeout error) 

5. Conclusions 

In this study, we have proposed an algorithm called GAITN, which utilises a graph database to model 

invisible non-prime task, identify invisible tasks of stacked branching relationships (IT-SBR) in non-free 

choice (IT-SBR-NFC) and form process models based on huge volumes of event logs. We have shown that 

storing relationships in a graph database can simplify the rules of process discovery, because a relationship 

can be constructed based on other discovered relationships. For example, using a graph database, the IT-

SBR was mined using obtained branching relationships, and IT-SBR-NFC construct was formed using IT-

SBR and XOR relationships. This also makes it easier to extend an algorithm, as shown in our case, where 

we extend the GIT to the GAITN simply by adding rules that form IT-SBR and IT-SBR-NFC relationship 

using relationships that can be discovered by the GIT. Experiments have shown that GAITN performs better 

than GIT, $ and Fodina, based on fitness, precision, simplicity measures, and the maximum activity that 

can be handled. The result also shows that our idea of splitting event logs and creating new rules of sequence 

relationships allows GAITN to handle large event logs. GAITN enhances the model quality by its capability 

to mine IT-SBR and ITS-BR-NFC and increases the scalability of process discovery by partitioning event 

logs and merging snippets of the event log. 

The drawbacks of using graph database in the graph-based process mining algorithm is the computing 

time increases significantly when processing large amounts of events. In future work, we aim to as a pre-

processing stage or optimise Cypher Query Language (CQL) to reduce computing time of the GAITN. 
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APPENDIX A 

A Solid Medical Waste Handling Simulation Model 

A.1. Purpose of the model 

This study presents a discrete event simulation (DES) model to simulate a standard operating procedure 

(SOP) for Solid Medical Waste Handling and generates an event log based on the simulation. Fig 5 presents 

the SOP of Solid Medical Waste Handling.   

A.2. Model output 

The output is an event log that records the executed activities of all traces in the simulation model.  

A.3. Software or programming language 

DES model is developed using Anylogic 8.7.5 Personal Learning Edition 

A.4. Model Structure 

The DES model is shown in Fig 7. 

 

Fig 7. A simulation model in Anylogic Software 
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APPENDIX B 

 

Table 6. Process Models from solid-waste handling event log 

GIT 

 

$ 

No process model because the algorithm cannot process the event log (timeout) 

Fodina  
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Table 7. Process Models from L1 event log 

Traces of 

Event Log 

L1 = { (A,B, C, D, F, H), (A, B, D, C, F, H), (A, C, B, D, F, H), (A, C, D, B, F, H), 

(A, D, C, B, F, H), (A, D, B, C, F, G), (A, E, G, H) } 

GAITN 

 
 

GIT 

 
 

$ 

 
Fodina  
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Table 8. Process Models from L2 event log 

Traces of 

Event Log 

L2 = { (A, B, C, F, H), (A, B, D, F, H), (A, C, B, F, H), (A, C, D, F, H), (A, D, C, F, 

H), (A, D, B, F, G), (A, E, G, H) } 

GAITN 

 
 

GIT 

 
 

$ 

 
 

Fodina  
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