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AccessGuru: Leveraging LLMs to Detect and Correct Web Accessibility Violations in
HTML Code
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The vast majority of Web pages fail to comply with established Web accessibility guidelines, excluding a range of users with diverse abilities from
interacting with their content. Making Web pages accessible to all users requires dedicated expertise and additional manual efforts from Web page
providers. To lower their efforts and, thus, promote inclusiveness, we aim to automatically detect and correct Web accessibility violations in HTML
code. While previous work has made progress in detecting certain types of accessibility violations, the problem of automatically detecting and
correcting accessibility violations remains an open challenge that we address.

We introduce a novel taxonomy classifying Web accessibility violations into three key categories— Syntactic, Semantic, and Layout. This
taxonomy provides a structured foundation for developing our detection and correction method and selecting and redefining evaluation metrics.
We propose our novel method, AccessGuru, which combines existing accessibility testing tools and Large Language Models (LLMs) to detect
accessibility violations of Web accessibility guidelines and taxonomy-driven prompting strategies of LLMs to correct all three accessibility violation
categories.

To evaluate these capabilities, we have developed a novel benchmark encompassing Web accessibility violations from real-world Web pages.
Our benchmark quantifies syntactic and layout compliance and judges semantic accuracy through a comparative analysis against human expert
corrections. Evaluation against our benchmark demonstrates that our method achieves up to 84% average violation score decrease on our benchmark
dataset, significantly outperforming existing methods, which achieve at most 50% average violation score decrease.
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1 Introduction

Web accessibility is the ability of websites to be accessed by all people, including people with visual, auditory, motor, and cognitive
impairments such that they can perceive, understand, navigate, interact with, and contribute to the Web effectively [43, 57, 58].
Organizations like Web Accessibility in Mind (WebAIM) and the World Wide Web Consortium (W3C) have established guidelines,
such as theWeb Content Accessibility Guidelines (WCAG) [10], which advise developers to create accessible Web content. However,
an overwhelming majority of Web pages do not comply with Web accessibility guidelines; for instance, a 2025 study by WebAIM
revealed that 94.8% of the top one million most visited Web pages fail to meet accessibility guidelines [55]. This widespread
non-compliance is likely due to a lack of expertise in creating accessible content in the first place and the costly and labor-intensive
effort of correcting accessibility issues in the HTML code [6, 9].

Users with impairments rely on various assistive technologies, such as screen readers for visually impaired users, screen
magnification tools for individuals with low vision, closed captioning for those with hearing impairments, and voice recognition
software for users with motor disabilities. These technologies function effectively when accessibility-related information is
embedded in HTML. Based on the distinct types of HTML constructs and information required by assistive technologies—as
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2 Nadeen Fathallah, Daniel Hernández, and Steffen Staab

specified by the WCAG—we introduce a taxonomy of accessibility violations that classifies them into three dimensions: Syntactic,
Semantic, and Layout. Syntactic accessibility violations involve missing or malformed accessibility-enhancing HTML elements
and attributes (e.g., missing alt text); Semantic accessibility violations concern whether the provided accessibility-enhancing
HTML elements and attributes are meaningful (e.g., alt text that fails to describe the image content); and Layout accessibility
violations refer to visual or structural barriers that impede interaction (e.g., insufficient color contrast). A detailed explanation of
this taxonomy, its construction, and representative examples can be found in Section 3.

Research has led to the creation of efficient and accurate tools to automatically detect syntactic and layout accessibility violations
in HTML, like WAVE, Axe, Google Lighthouse, and AChecker. Current tools fail to identify semantic accessibility violations such
as Violation 5 (line 25) in Listing 1. This highlights a significant gap in current accessibility detection methods.

Automating the correction of syntactic, layout, and semantic accessibility violations remains an open challenge. Web accessibility
guidelines provide general recommendations rather than detailed solutions. For example, they recommend making interactive
elements keyboard-operable for users without mouse access, but don’t specify how to manage keyboard focus for dynamically
loaded content.

This paper addresses the challenge of improving Web accessibility by introducing a method for automatically detecting and
correcting HTML accessibility violations. Our taxonomy provides a systematic understanding of Web accessibility violations and
informs our development of detection and correction strategies and the choice of evaluation metrics. AccessGuru relies on an
automatic Web accessibility evaluation tool to detect syntactic and layout accessibility violations and LLMs to detect semantic
accessibility violations. AccessGuru transforms Web pages with accessibility violations into guideline-compliant versions by
leveraging a pre-trained LLM to generate corrections that minimize a violation score, reflecting their impact on user interaction. In
this paper, we make the following contributions:

• We introduce a novel taxonomy that classifies Web accessibility violations into three key categories: Syntactic, Semantic,
and Layout. This taxonomy provides a structured foundation for understanding accessibility violations, guiding detection
and correction strategies, and informing evaluation metrics.

• We present a dataset of 3,500 real-world Web accessibility violations spanning over 112 distinct types across syntactic,
semantic, and layout categories, offering a diverse and representative basis for training and evaluating correction methods.
To our knowledge, this is the first publicly available dataset of this scale that includes all three types of accessibility
violations, sourced entirely from real-world Web data. The dataset will be published upon acceptance of this paper.

• We develop a novel pipeline that leverages accessibility testing tools and LLMs to automatically detect and correct Web
accessibility violations. Building on recent ideas of using LLMs for coding [3, 4, 7, 13, 29, 34, 50].

• We evaluate the correction effectiveness of AccessGuru against three baseline methods [15, 23, 37] using a subset of our
dataset sampled to reflect real-world violation distributions as indicated by [55], and an additional dataset from [23].
Our method achieves up to 84% average violation score decrease, outperforming baselines capped at 50%. We compare
the corrections generated by AccessGuru to those generated by human developers. To this end, we conducted a human
developer correction study on 55 Web accessibility violations from our dataset, achieving an average similarity of 73%.

To ensure reproducibility and transparency, all source codes, prompts, datasets, and results are available at https://github.com/
NadeenAhmad/AccessGuruLLM. The structure of the paper is as follows: Section 2 provides an overview of the existing literature
and background information, followed by our proposed taxonomy in Section 3. Section 4 details our approach, Section 5 describes
the evaluation process, and the results from our experiments are presented in Section 6. Section 7 discusses the limitations of our
method, and Section 8 concludes the paper with directions for future research.

2 Related Work

2.1 WCAG Guidelines

The WCAG [10, 24] are a widely adopted set of guidelines aimed at making Web content accessible to individuals with diverse
abilities, including visual, auditory, motor, and cognitive impairments. WCAG are organized around four fundamental principles,
referred to by the acronym POUR: (i) Perceivable, ensuring information and interface elements are presented in ways users can
perceive, like providing text alternatives for images; (ii) Operable, requiring Website functionality to be accessible through different
input methods, such as keyboard navigation or voice commands; (iii) Understandable, ensuring content is clear and easy to interact
Manuscript submitted to ACM
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with; and (iv) Robust, which demands that content is compatible with current and future technologies. Each of these principles is
broken down into specific, testable success criteria, grouped into three conformance levels: A (minimum), AA (mid-range), and
AAA (highest).

2.2 Web Accessibility Violation Detection

Early efforts in accessibility violation detection relied on manual testing and expert assessment, which were time-consuming and
lacked scalability. This motivated the development of efficient tools like WAVE, Axe, Google Lighthouse, AChecker, and Tenon,
which translate WCAG accessibility guidelines into rule-based checks and apply them to individual HTML elements to detect
syntax and layout accessibility violations [59]. These reports provide developers with information on each violation, including its
type, description, and impact. In our work, we utilize the Axe-Playwright tool, an accessibility detection engine. However, such
tools fail to detect semantic accessibility violations [30]. For instance, [33] can confirm the presence of alt text but cannot evaluate
whether the description effectively conveys the image’s content.

2.3 Web Accessibility Violation Correction

Rule-based Corrections of Accessibility Violations. EarlyWeb accessibility correctionmethods defined rules to automate corrections [5,
11, 19, 48]. For example, [19] defines a fixed rule that inserts a skip link before a navigation bar to jump to the <main> tag. However,
such rules assume consistent page structure and fail to generalize across diverse Web layouts.

Computer Vision Correcting Accessibility Violations. Computer vision techniques have been used to correct web accessibility
violations, particularly for generating alt text. Facebook’s automatic alt text feature applied object detection to describe images
for visually impaired users [57], leveraging neural image captioning models such as [51]. Computer vision has been applied
to accessibility in graphical user interfaces (GUIs) by using deep learning models to predict natural-language labels for HTML
elements, enabling better navigation for visually impaired users [12, 27].

Semi-automatic methods for Correcting Accessibility Violations suggest an initial correction to a human expert for refinement.
[31, 38, 45] proposed using image recognition techniques to provide a first draft of the alt text, followed by human validation.

LLM Prompting for Correcting Accessibility Violations. LLMs have been shown to effectively generate code and detect errors
[3, 4, 7, 13, 29, 34, 50]. Recent studies have also shown that LLMs can generate accessibility-conformant code [4, 16]. Othman et al.
[37] used contextual prompting, where ChatGPT was provided with a non-conformant accessibility code and WCAG 2.1 guidelines
to generate corrections. Delnevo et al. [15] explored zero-shot prompting to correct accessibility violations by instructing ChatGPT
to determine whether HTML elements are accessibility complaints. Huang et al. [23] investigated three prompting techniques:
Reasoning + Acting (ReAct), Few-Shot, and Chain of Thought (CoT). ReAct, which combines reasoning steps with interactive
responses, achieved the best performance on their dataset. We adopt these three prompting techniques—contextual [37], zero-shot
[15], and ReAct [23]—as baselines for comparison against our proposed method. The prompt templates used for each baseline are
directly adapted from the original works and are provided in Table 12. While these methods were effective in correcting some
syntax and layout accessibility violations, they don’t consider correcting semantic accessibility violations. Additionally, the lack of
comparison with human-generated corrections limits a comprehensive evaluation of how well these models handle more complex,
real-world semantic accessibility challenges.

LLMs as Assistive Agents for Web Accessibility. LLMs can act as interactive assistive agents, helping users navigate and operate
inaccessible web pages. Kodandaram et al. [25] introduced a system that uses LLMs to interpret screen elements and execute
spoken user commands such as clicking buttons or filling out forms. Similarly, Mehendale and Walishetti [32] proposed the use
of one LLM to translate voice input into web interactions and the use of a second LLM to validate the outcome, thus improving
the success rates of task execution. While such systems offer compelling advantages, the translation from content to accessible
representation must be performed repeatedly for every user interaction, incurring high computational costs. Furthermore, because
the transformations occur in real-time and do not persist in the web content itself, they are difficult to monitor and correct. Their
lack of transparency hinders reproducibility and quality assurance.

Manuscript submitted to ACM
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2.4 Prompt Engineering Techniques

LLMs are highly sensitive to prompt structure, producing more accurate and contextually relevant responses when guided by
well-structured prompts. This observation has given rise to the field of prompt engineering, which involves designing instructions
that generative AI models can effectively interpret [44, 56]. We survey techniques that we have adopted in the following subsections.

2.4.1 Role-play promptingdirects LLMs to adopt specific personas, characters, professions, or roles (e.g., doctor, teacher, or
historical figure), priming them to provide responses that align with the expert knowledge of that role. This approach can help
guide the model’s output to be more precise and factually accurate without altering the underlying capabilities of the LLM, as
evidenced by studies [18, 26, 35, 46, 52].

2.4.2 Contextual prompting enriches prompts with task-specific information to guide the model’s response [22, 41]. Dynamic
contextual prompting adapts the context to each task, improving accuracy and reducing hallucinations. Prior work [22, 41] shows
that task-specific context yields more relevant and higher-quality outputs than zero-shot.

2.4.3 Metacognitive Prompting, metacognition refers to the ability to self-reflect and critically evaluate one’s own cognitive
processes [20, 21]. Metacognitive prompting [53, 60] mimics human cognitive steps through the following stages: (a) Self-
understanding: the model assesses its understanding of the prompt by identifying and interpreting relevant information, (b)
Reflection: the model undergoes preliminary judgment, forming an initial response, followed by inference evaluation, where it
reflects on and refines its initial interpretation, and (c) Self-regulation: the model finalizes its response and performs a confidence
assessment to evaluate the reliability of its decision.

2.4.4 Corrective Re-prompting involves re-querying the model with error-related feedback when a generated action or response
fails to meet certain conditions [40]. The feedback typically includes information about why the action failed (such as unmet
preconditions), allowing the model to adjust and generate a more appropriate response.

3 Our Taxonomy of Web Accessibility Violations

We introduce a structured taxonomy of Web accessibility violations that categorizes them into three distinct dimensions: Syntactic,
Semantic, and Layout. To construct the taxonomy, we adopted a methodology from prior work on taxonomy standardization
and classification [47, 49]. In the first stage, we conducted a literature review to identify recurring Web accessibility violations,
including studies incorporating user feedback.

In the second stage, we analyzed WCAG 2.1 alongside rule definitions from automated testing tools (Axe-Playwright [33], WAVE
[54], AChecker [1]), extracting and consolidating violation types. We adopt naming conventions from Axe-Playwright to ensure
consistency and interpretability (e.g., button-name, html-has-lang, color-contrast). Each type was defined by its associated
WCAG and required correction logic. For instance, although both form-label-mismatch and button-label-mismatch relate to
label mismatch, we identified them as distinct semantic accessibility violations: the former refers to form elements whose labels fail
to describe their input purpose, while the latter involves buttons with labels that do not reflect their action. Violations exhibiting
functional overlap were merged or redefined to ensure mutually exclusive boundaries.

In the third stage, we validated the taxonomy’s relevance and generalizability by evaluating its alignment with outputs from
automated testing tools (Axe-Playwright [33], WAVE [54], AChecker [1]) and cross-referencing the prevalence of accessibility
violations against large-scale reports from the WebAIM 2025 study [55]. For semantic accessibility violations— absent from
automated tools—we conducted manual audits of Web pages from [55]. Violations were retained only if observed repeatedly across
Web pages.

Manuscript submitted to ACM



1 <!DOCTYPE html>

2 <!-- Violation 1: Missing Language Attribute (Syntax)-->

3 <html>

4 <head>

5 <!--Violation 2: Viewport prevents scaling , zooming (Layout)-->

6 <meta name="viewport" content="width=device -width ,minimum -

scale=1,maximum -scale=1,user -scalable=no">

7 <title>Health Information Portal </title>

8 <link rel="stylesheet" href="styles.css">

9 </head>

10 <body style="font -family: Arial , sans -serif; background -color: #

fafafa; color: #888888;">

11 <!-- Violation 3: Contrast between foreground and background

doesn 't meet WCAG 2 AA minimum contrast ratio thresholds (

Layout)-->

12 <div style="background -color: #333; padding: 15px;">

13 <h1 style="color: #888888;">Welcome to the Vitamin Resource

Hub Portal </h1>

14 <div class="content">

15 <h2>Learn how vitamins can boost your health and well -being</

h2>

16 <p>Essential Vitamins </p>

17 <!-- Violation 4: Scrollable region not keyboard accessible (

Syntax)-->

18 <div class="scrollable -content">

19 <p>Vitamin A </p>

20 <p>Vitamin C</p>

21 <p>Vitamin D</p>

22 <p>Vitamin E</p>

23 <p>Vitamin K</p>

24 </div>

25 <!-- Violation 5: Image alt text not descriptive (Semantic)-->

26 <img src="https ://img.Webmd.com/woman.jpg" alt="image">

27 <!-- Violation 6: Table structure missing accessibility

attributes (Syntax)-->

28 <table>

29 <tr>

30 <td>Vitamin </td>

31 <td>Recommended Daily Amount </td>

32 </tr>

33 <tr>

34 <td>Vitamin C</td>

35 <td>75 mg</td>

36 </tr>

37 <tr>

38 <td>Vitamin D</td>

39 <td>600 IU</td>

40 </tr>

41 </table>

42 <!-- Violation 7: Link without discernible text (Syntax)-->

43 <a href="vitamin -guide.pdf"><img src="https :// vitaminguide.

png" height="95" width="95"></a>

44 <p>Select which topics you want to include in your

personalized vitamin guide:</p>

45 <!-- Violation 8: Nested interactive elements (Syntax)-->

46 <div>

47 <label class="vitamin -checkbox" role="checkbox" aria -

checked="false">

48 <input type="checkbox"> Special Vitamin Tips for Kids

49 </label>

50 <label class="vitamin -checkbox" role="checkbox" aria -

checked="false">

51 <input type="checkbox"> Vitamins for Skin Health

52 </label>

53 <label class="vitamin -checkbox" role="checkbox" aria -

checked="false">

54 <input type="checkbox"> Daily Multivitamin

Recommendation

55 </label>

56 </div>

57 <!-- Violation 9: Button without discernible text (Syntax)-->

58 <button class="subscribe -button" type="button">

59 <img src="https :// ScreenShot.png">

60 </button > </div> </div> </body></html>

Listing 1. Synthesized HTML web page from our dataset containing

accessibility violations. The listing shows the accessibility violations

detected by AccessGuru.

1 <!DOCTYPE html>

2 <!-- Fixed Violation 1: Added Language Attribute -->

3 <html lang="en">

4 <head>

5 <!-- Fixed Violation 2: Viewport allow scaling , zooming -->

6 <meta name="viewport" content="width=device -width , initial -

scale=1">

7 <title>Health Information Portal </title>

8 <link rel="stylesheet" href="styles.css">

9 </head>

10 <body style="font -family: Arial , sans -serif; background -color: #

fafafa; color: #fafafa;">

11 <!-- Fixed Violation 3: Changed contrast between foreground and

background to meet WCAG 2 AA standards -->

12 <div style="background -color: #333; padding: 15px;">

13 <h1 style="color: #fafafa;">Welcome to the Vitamin Resource

Hub Portal </h1>

14 <div class="content">

15 <h2>Learn how vitamins can boost your health and well -being</

h2>

16 <p>Essential Vitamins </p>

17 <!-- Fixed Violation 4: Scrollable region accessible via keyboard

(added tabindex attribute) -->

18 <div class="scrollable -content" tabindex="0" >

19 <p>Vitamin A </p>

20 <p>Vitamin C</p>

21 <p>Vitamin D</p>

22 <p>Vitamin E</p>

23 <p>Vitamin K</p>

24 </div>

25 <!-- Fixed Violation 5: Replaced nondescriptive alt text --> <img

src="https ://img.Webmd.com/woman.jpg" alt=" Woman reading

vitamin box label while standing in a pharmacy aisle.">

26 <!-- Fixed Violation 6: Table structure & accessibility

attributes (<th>) -->

27 <table>

28 <thead>

29 <tr>

30 <th scope="col">Vitamin </th>

31 <th scope="col">Recommended Daily Amount </th>

32 </tr> </thead> <tbody>

33 <tr>

34 <td>Vitamin C</td>

35 <td>75 mg</td>

36 </tr>

37 <tr>

38 <td>Vitamin D</td>

39 <td>600 IU</td>

40 </tr> </tbody> </table>

41 <!-- Fixed Violation 7: Added accessible text for the link -->

42 <a href="vitamin -guide.pdf"><img src="https :// vitaminguide.

png" alt="Link to download PDF guide on vitamins"></a>

43 <p>Select which topics you want to include in your

personalized vitamin guide:</p>

44 <!-- Fixed Violation 8: Removed improper nesting of interactive

elements -->

45 <div>

46 <label class="vitamin -checkbox">

47 <input type="checkbox" aria -label="Special Vitamin

Tips for Kids"> Special Vitamin Tips for Kids

48 </label>

49 <label class="vitamin -checkbox">

50 <input type="checkbox" aria -label="Vitamins for Skin

Health"> Vitamins for Skin Health

51 </label>

52 <label class="vitamin -checkbox">

53 <input type="checkbox" aria -label="Daily Multivitamin

Recommendation"> Daily Multivitamin

Recommendation

54 </label>

55 </div>

56 <!-- Fixed Violation 9: Added discernible text for button -->

57 <button class="subscribe" type="button" aria -label="Subscribe

to Vitamin Newsletter">

58 <img src="https :// ScreenShot.png" alt="Subscribe Button">

59 </button > </div> </div> </body></html>

Listing 2. AccessGuru delivers this accessibility-compliant HTML code

when provided with Listing 1.
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Fig. 1. Interface of the Web page before (a) and after (b) correction with AccessGuru, corresponding to the code in Listing 1 and Listing 2.
This example includes corrections of all three accessibility violation types: (1) Syntactic—added missing table headers and ARIA attributes, (2)
Semantic—replaced non-descriptive alt text with meaningful descriptions, and (3) Layout—adjusted color values to improve contrast. The overall
visual appearance remains largely unchanged for typical users.

(a) (b)

• Syntactic accessibility violations arise when the required accessibility-enhancing HTML elements and attributes are missing
or malformed. These include elements like alt text for images or ARIA (Accessible Rich Internet Applications) attributes,
which help define the behavior and purpose of interactive components. Syntactic accessibility compliance is fulfilled if
all required and useful syntactic constructs for indicating accessibility information are present. For instance, in Listing 1
Violation 6 (line 27), a table presenting vitamin data lacks accessibility syntax elements like <th> and scope attributes.
This omission hinders screen readers from correctly identifying table headers, making it difficult for visually impaired
users to understand the relationship between vitamins and their recommended daily amounts.

• Layout accessibility violations occur when the visual and spatial arrangement of content fails to meet accessibility guidelines.
This includes sufficient color contrast between text and background to ensure readability. It also includes ensuring that
users can adjust content presentation based on their needs, such as enabling text scaling and zooming.

• Semantic accessibility violations occur when HTML accessibility elements are present but fail to convey meaningful content.
In Listing 1 Violation 5 (line 25), an image includes an alt attribute set to the generic string "image"—a common issue
caused by auto-generated text. The corrected version is shown in Listing 2, line 25.

Our taxonomy comprises over 112 violation types. Each violation is annotated with associated WCAG guidelines, impact level, and
required supplementary information (e.g., image-alt-not-descriptive requires the image alongside the HTML to detect and
correct the violation). For syntactic and layout accessibility violations, impact levels are derived from existing tools [33], which
judge the severity of each violation based on how much it hinders user interaction with the Web content. For semantic accessibility
violations, we manually assign impact levels using analogous criteria (e.g., button-label-mismatch inherits the "Critical" level
from its syntactic counterpart button-name). A representative subset is shown in Table 13, and the complete taxonomy can be
found in the supplementary material of this paper.

4 Methodology

AccessGuru addresses Web accessibility violations in two stages: first, by automatically detecting accessibility violations, and
second, by automatically generating corrections for the detected accessibility violations.
Manuscript submitted to ACM
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4.1 AccessGuruDetect: Web Accessibility Violation Detection

AccessGuruDetect uses an Axe-Playwright-based detector to detect syntactic and layout accessibility violations following method-
ologies from similar studies [2, 23] and an LLM to detect semantic accessibility violations (See Figure 2).

Given a target HTML document, AccessGuruDetect executes the following steps:

(1) The Axe-Playwright tool is executed on the target HTML document; the tool generates a detailed violation report, which
includes for each violation: (a) violation name, (b) affected HTML elements, (c) violation description, and (d) impact
level. We enrich the violation with (e) numerical violation scores ranging from 1 (lowest) to 5 (highest) by mapping
the qualitative impact levels reported by Axe-Playwright ("cosmetic", "minor", "moderate", "serious", and "critical") to
corresponding numeric values.

(2) For each violation, we use the violation name to query our predefined taxonomy, which specifies whether supplementary
information beyond the HTML is required for correction (see Table 13). If additional data is needed—such as color values
for contrast violations—we extract it as (f) supplementary information from the rendered HTML document (e.g., computed
CSS styles for background and foreground colors).

To detect semantic accessibility violations, AccessGuru uses an LLM-based semantic detector that runs in parallel to the Axe-
Playwright-based detector. Given the raw HTML document and a screenshot of its rendered view. AccessGuruDetect executes the
following steps:

(1) The HTML document is rendered in a headless browser that captures a long screenshot, resulting in a full-page image to
handle scrolling. The image is captured at a resolution of 1920×1080 pixels.

(2) The LLM is prompted with the HTML document, screenshot, and our semantic violation taxonomy. We show the prompt
template in Table 8. The prompt instructs the LLM to identify all semantic accessibility violations and enclose violation
(a) names and (b) affected HTML elements within string markers (e.g., [START], [END]). To support reasoning over
non-textual content (Web page screenshot), the LLM must exhibit multimodal capabilities.

(3) Each marked segment is matched against the original HTML code to ensure it refers to an existing element.
(4) If any of the returned HTML segments do not match elements in the original HTML, they are discarded as hallucinations

and excluded from the final set of detected violations.
(5) For each violation, we use the violation name returned by the LLM to look up our taxonomy to assign (c) violation

description, (d) impact level ("cosmetic", "minor", "moderate", "serious", and "critical"). We enrich the violation with (e)
numerical violation scores ranging from 1 (lowest) to 5 (highest).

(6) For each violation, we use the violation name to look up our taxonomy to determine if supplementary information to the
HTML is required (e.g., images for image-alt-not-descriptive, videos for video-caption-alt-not-descriptive). If
so, we extract (f) supplementary information crucial for correcting accessibility violations.

For illustration purposes, Listing 1 includes annotated comments to indicate the locations of accessibility violations; these comments
are added manually for reader clarity and are not provided as input to AccessGuruDetect. When the unannotated HTML in Listing 1
is processed, AccessGuruDetect identifies all the annotated accessibility violations. Each detector runs independently, and the
aggregated output is stored as a single JSON file containing a set of violation entries. Samples from the output are shown in Tables
1 and 2.

AccessGuruCorrect operates on the output of AccessGuruDetect—a set of detected Web accessibility violations—taking as input
𝑉 = {𝑣1, 𝑣2, . . . , 𝑣𝑛}, where each 𝑣𝑖 represents an individual violation (see Figure 2).

4.2 AccessGuruCorrect: Web Accessibility Violation Correction

AccessGuruCorrect operates on the output of the AccessGuruDetect—a set of detected Web accessibility violations—taking as input
𝑉 = {𝑣1, 𝑣2, . . . , 𝑣𝑛}, where each 𝑣𝑖 represents an individual We accessibility violation (see Figure 2).

Each violation includes the affected HTML element(s), violation metadata (See Tables 1 and 2 for sample inputs). The goal
is to generate correct HTML for each violation that minimizes the total violation score, as shown in Figure 3 and detailed in
Algorithm 1.

For each violation 𝑣 , detected by AccessGuruDetect and enriched with violation-specific data such as supplementary information
when required (e.g., images for image-alt-not-descriptive, videos for video-caption-alt-not-descriptive), we construct
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Fig. 2. Overview of the AccessGuruDetect. Given a raw HTML document (left), it applies two detectors: (1) a syntax and layout detector based
on the Axe-Playwright accessibility testing engine and (2) an LLM-based semantic detector. The output set of detected accessibility violations
(right).
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an initial prompt (Algorithm 1: line 3) and submit it to a pre-trained LLM (Algorithm 1: line 4). For semantic violations, the LLM
must possess multimodal capabilities to reason over non-textual content (e.g., images for image-alt-not-descriptive, videos
for video-caption-alt-not-descriptive).

The initial prompt integrates three techniques: (1) role-play prompting, (2) contextual prompting, and (3) metacognitive
prompting. The role-play technique embeds a Web accessibility expert persona (See Table 9) to guide the LLM toward expert-like
behavior. Contextual prompting enriches the prompt with violation-specific data— Web page URL, domain, WCAG guidelines, and
a violation category description. Driven by our taxonomy, which defines the categories (Syntactic, Semantic, Layout) and their
associated characteristics, we include the description of the violation category in each prompt. For example, layout violations may
require CSS and responsive design awareness while preserving visual integrity for all users. These components are integrated
using metacognitive prompting; we show the prompt template Table 10.

The LLM returns a correction (𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1), enclosed between string markers (e.g., ###START### and ###END###), as
specified in the prompt. We extract the HTML snippet using regular expressions and evaluate it with AccessGuruDetect to assign
a violation score (Algorithm 1 line 5). If the score is zero, the correction is accepted (Algorithm 1: line 6). Otherwise, we apply
corrective re-prompting by adding feedback and resubmitting the prompt (Algorithm 1: lines 8–10), yielding a revised correction
(𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2).

If the revised output still contains accessibility violations (Algorithm 1: line 11), we compare the scores of 𝑣 , 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1, and
𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2 (Algorithm 1: line 12). The version with the lowest score is selected as the final correction (Algorithm 1: line 13),
with ties resolved by preferring the most recent output.

Our scoring mechanism is robust to new LLM-induced accessibility violations by treating all accessibility violations equally in
the total violation score. For instance, if 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1 yields a violation score of 4, while 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2 introduces two accessibility
violations scoring 1 and 2 (total 3), we prefer 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2. Conversely, if both LLM outputs score worse than the original input
(e.g., 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1 violations score = 4 and 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2 violations score = 3 vs. 𝑣 violations score = 2), we select the original code
as the output.

The output is the correction generated by AccessGuruCorrect, which is appended to its corresponding JSON entry in the set, as
shown in Tables 1 and 2. Resulting in a final JSON file that contains all detected accessibility violations along with their suggested
corrections.
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Fig. 3. Overview of AccessGuruCorrect in: For each Web accessibility violation detected by AccessGuruDetect (examples of the input accessibility
violations are shown in Tables 1 and 2), the LLM is prompted to generate the corrected code. The generated code is assigned a violation score; if
the violation score remains above zero, corrective re-prompting is applied to improve the response further.
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Algorithm 1 AccessGuruCorrect

1: input: Set of detected accessibility violations 𝑉 = {𝑣1, 𝑣2, . . . , 𝑣𝑛}
2: ouput: Set of corrected HTML segments {𝑐1, 𝑐2, . . . , 𝑐𝑛}
3: for each violation 𝑣 ∈ 𝑉 do
4: Construct Initial Prompt(𝑣)
5: Submit prompt to LLM to obtain 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1
6: if 𝑉𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛𝑆𝑐𝑜𝑟𝑒 (𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1) = 0 then
7: 𝑐 ← 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1
8: else
9: Construct Corrective Prompt(𝑣)
10: Submit prompt to LLM to obtain 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2
11: if 𝑉𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛𝑆𝑐𝑜𝑟𝑒 (𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2) = 0 then
12: 𝑐 ← 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2
13: else
14: 𝑐 ← 𝑆𝑒𝑙𝑒𝑐𝑡𝐵𝑒𝑠𝑡 (𝑣, 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡1, 𝐿𝐿𝑀𝑂𝑢𝑡𝑝𝑢𝑡2)
15: end if
16: end if
17: end for
18: return {𝑐1, 𝑐2, . . . , 𝑐𝑛}
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4.2.1 Correction Independence and Overwrites: AccessGuruCorrect applies corrections sequentially, generating a separate correction
for each violation. Our taxonomy ensures that violations are non-overlapping, so each correction typically modifies a different
attribute of the same HTML node. Consider the following example, where a single HTML node contains two violations:
<a href="subscribe.html" style="color:#767676;background:#303030;">

<img src="sub.png"> </a>

AccessGuru generates two independent corrections:

• Violation A: link-name
- <a href="subscribe.html" ...>

+ <a href="subscribe.html" aria-label="Subscribe" ...>

• Violation B: color-contrast
- style="color:#767676;background:#303030;"

+ style="color:#FFFFFF;background:#1A1A1A;"

Each correction targets a distinct part of the node and can be applied independently. However, rare edge cases may result in
overlapping edits. For example:
<html lang="eng" xml:lang="en-GB">

AccessGuru suggests:

• Violation A: html-lang-valid
- lang="eng"

+ lang="en"

• Violation B: html-xml-lang-mismatch
- lang="eng"

+ lang="en-GB"

The second correction may overwrite the first; any overwrite, therefore, further refines the correction.

Table 1. Example JSON entry from AccessGuru’s output for a syntax violation from the HTML document in Listing 1 (Violation 9, Line 57). It
consists of: (1) the violation 𝑣 detected by AccessGuru Detect, including metadata; (2) contextual information; and (3) the correction generated
by AccessGuru Correct.

Input to AccessGuru

Correct

Output from AccessGuruDetect:

Category: Syntax

Violation name: button-name

HTML element(s) affected:

<button class="subscribe-button" type="button"> <img src="https://ScreenShot.png"> </button>

Description: Ensures buttons have discernible text.

Impact: Critical

Violation score: 5

Contextual information:

Web page URL: www.VitaminHealthGuide.com

Domain: Health and Wellness

Category description: Syntax violations occur when HTML code lacks essential structural elements or attributes
required for accessibility.

Relevant WCAG guidelines:WCAG 4.1.2 Name, Role, Value Markup: is used in a way that facilitates accessibility.
This includes following the HTML specifications and using forms, input labels, frame titles, etc., appropriately. ARIA is
used appropriately to enhance accessibility when HTML is not sufficient.

Output from Access-
Guru Correct

<button class="subscribe" type="button" aria-label="Subscribe to Vitamin Newsletter"> <img

src="https://ScreenShot.png" alt="Subscribe Button Image"> </button>
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Table 2. Example JSON entry from AccessGuru’s output for a semantic violation from Listing 1 (Violation 5, Line 25). It consists of: (1) the
violation 𝑣 output from AccessGuru Detect ; (2) input to AccessGuruCorrect, which is the output from AccessGuru Detect along with the contextual
information; and (3) the output correction generated by AccessGuru Correct.

Input to AccessGuru
Correct

Output from AccessGuruDetect:

Category: Semantic

Violation name: image-alt-not-descriptive

HTML element(s) affected: <img src="https://img.Webmd.com/woman.jpg" alt="image">

Description: alt text does not describe the image content.
Impact: Critical
Violation score: 5

Supplementary information:

Contextual information:

Web page URL: www.VitaminHealthGuide.com
Domain: Health and Wellness
Category description: Semantic violations involve the misuse or absence of meaningful content or attributes,

such as vague alt text or improper use of semantic elements like <header> or <section>.
Relevant WCAG guidelines: WCAG 1.1.1 Non-text Content. All meaningful visual elements (e.g., images, image

buttons, image maps) must have descriptive alternative text. Form controls, inputs, multimedia, and frames must
include accessible names, labels, or titles to ensure clarity for assistive technologies.

Output from Access-
Guru Correct

<img src="https://img.Webmd.com/woman.jpg" alt="Woman reading the label on a vitamin box while
standing in a pharmacy aisle.">

5 Evaluation

We evaluate the effectiveness of AccessGuru in detecting and correcting Web accessibility violations across the three categories
defined in our taxonomy: syntactic, semantic, and layout. Specifically, we ask:

• Detection Evaluation: RQ 1. To what extent can our detection method identify accessibility violations across all three
categories?

• Syntactic and Layout Correction Evaluation:RQ 2. To what extent can the LLM generate HTML code that satisfies syntactic
and layout accessibility compliance, effectively addressing Web accessibility violations?

• Semantic Correction Evaluation: RQ 3. To what extent are the LLM-generated attributes semantically meaningful, as
evaluated by human experts and in comparison to corrections made by human developers?

5.1 Dataset of Web Accessibility Violations from [23]

We use the dataset from [23] to evaluate whether AccessGuruDetect can successfully identify the reported violations and assess
whether AccessGuruCorrect can transform violations into accessibility-compliant HTML. The dataset consists of Web accessibility
violations collected from 25 URLs, including popular Websites such as Google Calendar, Slack, and BBC. The dataset contains
171 rows of accessibility violations, which were identified using the Axe-Playwright and span 40 distinct accessibility violation
types. Each violation is categorized by severity (ranging from cosmetic to critical) and includes details such as the Web page URL,
violation name, description, and HTML elements.

The dataset introduced by Huang et al. [23] represents a valuable step toward evaluating automated accessibility corrections.
However, it remains limited in several important ways. The dataset is relatively small in scale and does not offer broad coverage of
known Web accessibility violation types- 40 accessibility violation types. Moreover, upon manual inspection, we observed that the
dataset provides only HTML for each violation, which is insufficient for certain accessibility violations. For example, addressing
contrast violations requires access to the color values of foreground and background elements, which are often defined in external
CSS and not reflected in the raw HTML. This omission restricts the ability to fully detect or correct such violations.
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5.2 Our novel dataset for benchmarking corrections of syntactic, layout, and semantic accessibility violations

We introduce a new dataset that comprehensively covers syntactic, semantic, and layout accessibility violations, reflecting real-
world accessibility violations. Our dataset was collected through a structured process guided by the WebAIM 2025 study [55],
which identifies commonly visited websites with accessibility violations. To account for variation in accessibility violations across
domains—e.g., government sites often use data tables, while e-commerce relies heavily on forms and images—we used GPT-4
[36] to identify a diverse set of popular Web domains such as health, education, government, news, technology, and e-commerce,
including multilingual websites. We then asked GPT-4 to suggest representative URLs from each category based on sites listed in
the WebAIM 2025 study [55]. This process yielded 448 URLs.

We crawled each URL using Playwright (see §5.4) and retained only those pages where document.readyState === "complete".
We applied AccessGuruDetect (Figure 2) to each URL to identify Web accessibility violations. This yielded 3,500 Web accessibility
violations. The dataset spans over 112 distinct violation types across all three categories. To our knowledge, it is the most
comprehensive publicly available dataset of real-world Web accessibility violations to date.

To ensure our evaluation reflects real-world Web accessibility violations, we sampled a representative subset of 305 violations
from our full dataset of 3,500 instances. Sampling aligns the distribution of violation types in the subset with real-world frequencies
reported in the WebAIM 2025 study [55]. This method avoids biases caused by overrepresented violation types in large-scale
crawled data but does not reflect their actual prevalence across the Web. This subset size was chosen to enable controlled and
consistent comparison across LLMs and baselines. Table 3 compares the distribution of violation categories in our subset with that
of the dataset from [23].

Table 3. Distribution of accessibility violations in our dataset and dataset from [23]

Web Accessibility Violation Category # Violation in Our Sampled Dataset # Violation in [23] Dataset

Syntax 195 151
Layout 55 20
Semantic 55 0

Total 305 171

# Violation Types 112 40

5.3 Prompt-based baseline methods for accessibility violation correction

We compare AccessGuru to three other baselines, that use the following prompt engineering techinues to correct Web accessibility
violations: contextual prompting [37], Re-Act prompting [23], and zero-shot prompting [15], using our sampled dataset and the
dataset from Huang et al. [23] (See section 2.3).

5.4 Implementation

We implement the AccessGuruDetect using Axe-Playwright-1.51.0 for syntax and layout accessibility violations and GPT-4o for
semantic accessibility violations requiring multimodal reasoning capabilities to reason over Web page screenshot (See Section 4.1).
For AccessGuruCorrect, we evaluate three LLMs on syntax and layout accessibility accessibility violations: GPT-4-0125-preview,
Mistral-7B-v0.1, and Qwen2.5-Coder—a model optimized for coding tasks. These models vary in size, architecture, and training
methods, enabling comparison across capabilities. To correct semantic accessibility violations requiring multimodal reasoning
capabilities to reason over images (See Section 4.2 and Table 2), we use: GPT-4, Pixtral-12B, and Qwen-VL.

Handling Unreliable LLM Outputs: During the manual inspection of LLM-generated responses, we identified several
reliability issues in LLM-generated corrections. Some outputs were incomplete, hallucinated unrelated HTML, especially for long
or multilingual pages (e.g., Chinese). In other cases, the model returned only textual advice without any HTML code. To ensure a
fair and robust evaluation across all methods, we apply consistency checks to verify that LLM-generated corrections are valid and
complete. For our method, we explicitly instruct the LLM to enclose the corrected code between string markers (e.g., ###START###
and ###END###), enabling reliable extraction via regular expressions. For baselines that do not follow this format, we extract the
first valid HTML snippet from the response heuristically, using pattern matching for common HTML tags.
Manuscript submitted to ACM
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For all LLM responses in our experiments, we manually verify that the extracted HTML contains a structurally valid and
complete correction. If the response is missing required elements, contains malformed markup, or consists solely of textual advice,
we flag it as not fixed. In these cases, the original violation score of the violation 𝑣 is used as the final output score avoid inflating
performance metrics.

5.5 Evaluation Metrics

We evaluate the effectiveness of AccessGuru in detecting and correcting Web accessibility violations across the three categories.
For each category, we employ category-specific metrics to assess whether the LLM-generated corrections resolve the detected
accessibility violations, as measured by automated evaluation tools or manual validation.

5.5.1 Detection Evaluation Metrics, We evaluate accessibility violation detection performance by measuring the detected violation
count, the total number of Web accessibility violations identified across syntactic, layout, and semantic categories.

5.5.2 Syntactic and Layout Correction Metrics, we evaluate syntactic and layout accessibility compliance based on the reduction in
violation scores. To calculate the average violation score of the entire dataset 𝑅, we use Equation 1, where 𝑖 represents the index of
each violation and 𝑛 denotes the total number of entries in the dataset.

𝑅 =
1
𝑛

𝑛∑︁
𝑖=1

ViolationScore(𝑣𝑖 ) (1)

To calculate the percentage improvement 𝐼 in violation score, we use Equation 2, we compare the average violation scores before
𝑅initial and after 𝑅fix applying a correction method.

𝐼 = 1 −
𝑅fix

𝑅initial
(2)

5.5.3 Semantic Correction Metrics, we calculate the similarity between human-generated and LLM-generated attributes using
Sentence-BERT cosine similarity to assess the semantic quality of LLM-generated corrections. Sentence-BERT is well-suited for
this task as it captures semantic meaning [42], making it more robust than traditional word-overlap metrics such as BLEU [39]
or ROUGE [28], which rely on exact n-gram matches. We then computed the average similarity score to evaluate the alignment
between human and LLM-generated attributes. For instance, given an LLM-generated alt text attribute: "A golden retriever playing

with a ball in a grassy park." We compare it to three human-generated variants:

• "A dog fetching a ball in a green field." (Similarity: 0.5986)
• "A golden retriever running in the park with a toy." (Similarity: 0.8364)
• "A happy dog playing outdoors with a ball." (Similarity: 0.6760)

The average similarity score across these responses is 0.7037, indicating a strong semantic alignment.

6 Experiments and Results

6.1 Detecting Accessibility Violations Experiments and Results (RQ1)

To evaluate RQ1—, we applied AccessGuruDetect to the HTML documents of the 16 URLs from the dataset by Huang et al.[23].
Table 4 compares the number of detected violations by AccessGuru Detect against those originally reported in the dataset [23],
AccessGuru Detect outperforms the original dataset by additionally detecting 104 semantic and more layout violations (15 vs. 8).

Although both methods use Axe-Playwright for detecting syntax and layout violations, AccessGuruDetect reports fewer syntax
(82 vs. 118) and more layout violations (15 vs. 8). To investigate this discrepancy, we refer to the counts reported in [23], which
help explain the decrease in violations detected by automatic tools. Since that dataset was collected in early 2024, some changes
in reported violations are expected due to the dynamic nature of Web content. This interpretation is consistent with broader
trends: according to the WebAIM Million study [55], Web accessibility has seen incremental improvements over the past year. For
example, low color contrast violations decreased from 81% in 2024 to 79.1% in 2025.
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Table 4. Comparison of accessibility violation detection coverage on 16 Web pages from the dataset of Huang et al. [23].

Web Accessibility Violation Category Detected by [23] Detected by AccessGuruDetect

Syntax 118 82
Layout 8 15
Semantic 0 104

Total 126 201

6.2 Syntactic and Layout Correction Experiments and Results (RQ2)

To evaluate RQ2—, we conduct three analyses: (1) a comparison against three correction baselines, (2) a cross-LLM evaluation, and
(3) an ablation study to assess the impact of our corrective re-prompting strategy.

Baselines Comparison. We compare AccessGuru with three prompting-based baselines: contextual prompting [37], ReAct
prompting [23], and zero-shot prompting [15]. As shown in Table 5, AccessGuru consistently achieves the highest violation score
decrease and number of corrected violations on both our dataset and the Huang et al. dataset [23]. With GPT-4, AccessGuru
reduces violation scores by 0.84 (204 corrections) on our dataset, significantly outperforming ReAct and contextual prompting
(0.50 and 0.46, respectively). On the Huang et al. dataset with GPT-4, AccessGuru reduces violation scores by 0.83 (141 corrections),
significantly outperforming ReAct and contextual prompting (0.48 and 0.42, respectively).

Cross-LLM Comparison. AccessGuru was tested with GPT-4, Qwen2.5, and Mistral-7B. GPT-4 consistently achieved the best
performance across all correction tasks as shown in Table 5.

Ablation Study. To assess the impact of the corrective re-prompting strategy, we executed AccessGuru without the re-prompting
phase using GPT-4. Performance dropped from 0.84 to 0.72 on our dataset, confirming the added value of this component. Even
without it, AccessGuru outperforms the best-performing baseline, Re-Act prompting (0.50). This pattern holds consistently across
all LLMs evaluated.

Qualitative Analysis. During the manual inspection of the results, we observed that all three baselines often provided incomplete
solutions or adopted an "Occam’s Razor" approach, where problematic elements were removed rather than properly corrected.
This was frequently observed in long HTML snippets; when asked to correct an HTML snippet with sixteen elements, the output
would only contain nine. In contrast, our method did not exhibit these issues. By asking the LLM to generate the code between
string markers (###START### and ###END###) in our prompts as shown in Table 10, we improved the model’s ability to provide
complete solutions. We also observed that baseline methods would occasionally resolve color contrast accessibility violations by
changing both background and foreground colors to black and white. While this resolves the accessibility violation for users with
diverse abilities, it distorts the visual design and layout for normal users. This behavior was not observed in our method’s results,
as our prompt template—shown in Table 10—was driven by our proposed taxonomy. The taxonomy entails that correcting layout
accessibility violations shouldn’t distort the visual design and layout for all users. We attribute the notably poor performance
of the zero-shot prompting baseline [15] to the nature of its prompt design shown in Table 12. The prompt asked, “Is the

following HTML code accessible?” without distinguishing between detection and correction tasks. As a result, we observed
that the LLM often failed to recognize existing accessibility violations, and in cases where it did, it sometimes responded with
only a confirmation that a violation was present, without generating the corrected code. This ambiguity in the prompt limited the
effectiveness of the zero-shot approach across both datasets. Additionally, the lack of explicit reference to accessibility guidelines
often leads to corrections that don’t comply with recognized standards.

6.3 Semantic Correction Experiments and Results (RQ3)

To evaluate RQ3—, we conducted two complementary evaluations: (1) human annotation to assess WCAG compliance and (2) a
developer correction study to compare LLM corrections with those of human experts.

Human Annotation for WCAG Compliance. Two human annotators with five years of web development and accessibility
experience reviewed corrections for 55 semantic violations from our sampled dataset. The human annotators assigned a violation
Manuscript submitted to ACM
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Table 5. Comparison of violation score decrease and number of corrected accessibility violations for syntax & layout violations on our dataset
and the dataset from [23].

Method Model
Our Dataset (Size=250) Huang et al. Dataset [23] (Size=171)

Avg. Violation
Score Decrease

# Corrected
Violations

Avg. Violation
Score Decrease

# Corrected
Violations

Contextual prompting [37] GPT-4 0.46 123 0.42 86
ReAct prompting [23] GPT-4 0.50 141 0.48 91
Zero-shot prompting [15] GPT-4 0.19 43 0.12 19
AccessGuru w/o reprompting (Ours) GPT-4 0.72 184 0.67 119
AccessGuru(Ours) GPT-4 0.84 204 0.83 141

Contextual prompting [37] Mistral-7B 0.12 44 0.27 62
ReAct prompting [23] Mistral-7B 0.13 45 0.26 48
Zero-shot prompting [15] Mistral-7B 0.05 10 0.002 2
AccessGuru w/o reprompting (Ours) Mistral-7B 0.50 162 0.51 110
AccessGuru (Ours) Mistral-7B 0.82 200 0.79 147

Contextual prompting [37] Qwen2.5 0.41 121 0.39 77
ReAct prompting [23] Qwen2.5 0.44 130 0.37 71
Zero-shot prompting [15] Qwen2.5 0.14 54 0.19 49
AccessGuru w/o reprompting (Ours) Qwen2.5 0.49 153 0.52 103
AccessGuru (Ours) Qwen2.5 0.74 183 0.75 126

score of 0 if the correction fully resolved the accessibility violation according to WCAG 2.1; otherwise, the original violation score
assigned during the detection of the semantic violation was retained. For example, if an image originally had the alt text “image”
(violation score 5), and the LLM corrected it to a descriptive alt text, the violation was considered resolved, and the annotator
assigned the correction a score of 0. If the correction is still vague (e.g., “image alt text”), the human annotator assigns a correction
violation score of 5. We then computed the average violation score decrease across all samples—i.e., how much the violation
score was reduced after correction. As shown in Table 6, AccessGuru with GPT-4 achieved the highest average violation score
decrease (0.96), resolving 53 out of 55 violations. This outperformed both ReAct prompting (0.87) and contextual prompting (0.82),
confirming the effectiveness of our approach for semantic correction.

Qualitative Analysis. We also manually reviewed the semantic correction quality across GPT-4, Qwen-VL, and Pixtral, each
showing distinct strengths. We found that explicitly instructing the model to consider the screenshot in the prompt—shown
in Tables 10, 11,12—was critical for eliciting image-grounded responses across all models. GPT-4 offered the most balanced
performance, accurately integrating HTML structure and visual cues with minimal hallucinations. Qwen-VL showed strong
image-based reasoning but frequently hallucinated additional HTML or introduced unrelated structures, especially. Pixtral, by
contrast, preserved original HTML faithfully and avoided unnecessary changes but often failed to ground its corrections in the
provided image. For example, when prompted to generate alt text for the HTML5 logo, it produced generic attributes such as: (1)
“an orange and white SVG graphic,” rather than a meaningful description of the image’s identity—e.g., “the HTML5 logo.”

Comparison with Human Developer Corrections. To assess how closely AccessGuru aligns with human correction behavior, we
conducted a human developer correction study. This human developer correction study builds on findings from prior work [17],
which demonstrated that LLMs are capable of generating semantic corrections. In particular, that study showed that GPT-based
models could effectively address the video-caption-not-descriptive violation with corrections comparable in quality to those
written by human annotators. Three full-stack developers independently corrected the same 55 semantic violations. Each developer
received the HTML, violation metadata, and WCAG guidance—identical to what AccessGuru receives. We measured the similarity
between LLM- and human-generated corrections using Sentence-BERT cosine similarity. As shown in Table 7, AccessGuru (GPT-
4) achieved an average semantic similarity score of 0.77 when compared to human-generated corrections, indicating that the
LLM-produced outputs closely matched the phrasing, structure, and meaning of human-written solutions.
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Table 6. Comparison of violation score decrease and number of corrected accessibility violations for semantic violations on our dataset (Size=55).

Method Model Avg. Violation Score Decrease # Corrected Violations

Contextual prompting [37] GPT-4 0.82 44
ReAct prompting [23] GPT-4 0.87 48
Zero-shot prompting [15] GPT-4 0.33 18
AccessGuru w/o reprompting (Ours) GPT-4 0.92 51
AccessGuru(Ours) GPT-4 0.96 53

Contextual prompting [37] Pixtral 0.75 41
ReAct prompting [23] Pixtral 0.81 44
Zero-shot prompting [15] Pixtral 0.54 29
AccessGuru w/o reprompting (Ours) Pixtral 0.83 46
AccessGuru(Ours) Pixtral 0.92 51

Contextual prompting [37] Qwen-VL 0.60 32
ReAct prompting [23] Qwen-VL 0.37 20
Zero-shot prompting [15] Qwen-VL 0.18 8
AccessGuru w/o reprompting (Ours) Qwen-VL 0.69 37
AccessGuru(Ours) Qwen-VL 0.75 41

Table 7. Sentence-BERT similarity between AccessGuru (GPT-4) and human corrections across semantic violation categories

Violation Category # Violations Avg. Similarity

image-alt-not-descriptive 6 0.83

lang-mismatch 18 0.84

link-text-mismatch 11 0.68

form-label-mismatch 5 0.70

ambiguous-heading 4 0.68

page-title-not-descriptive 3 0.86

button-label-mismatch 8 0.83

Average Across 55 Violations 0.77

While overall similarity scores indicate strong semantic alignment, certain categories—most notably link-text-mismatch and
form-label-mismatch—had lower scores. For link-text-mismatch, this is likely due to the LLM’s inability to access the target
of hyperlinks, especially when the destination is a downloadable file (e.g., <a href="rep123.pdf">Click here</a>). Without
knowing the link’s content, the model cannot generate a descriptive label like Download quarterly report. In contrast, when
the link points to another section of the same page (e.g., #contact), the LLM performs better by using the surrounding context. In
the case of form-label-mismatch, the LLM sometimes fails to infer connections between labels and input fields.

A full comparison of all methods across LLMs and violation types is provided in Tables 5 and 6, showing that AccessGuru
consistently outperforms baselines on both datasets and across syntactic, layout, and semantic accessibility violations.

7 Limitations

We have shown that AccessGuru works conceptually and have evaluated it thoroughly. However, several non-trivial engineering
efforts have not yet been integrated into our current implementation. These include the reconstruction of a fully corrected
HTML document. While our correction module outputs individual corrected segments per violation, reintegrating these into
the original document requires resolving potential conflicts, particularly when multiple overlapping corrections affect nested
or related elements. For instance, corrections to a list and an image within a list item must be merged carefully to preserve the
semantic structure.
Manuscript submitted to ACM
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Fig. 4. Breakdown of top 10 uncorrected Web accessibility violations by AccessGuru across three LLMs (GPT-4, Mistral, and Qwen).
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Another limitation is the reliability of the LLM-based semantic detector; in our observations, the LLM occasionally hallucinated
accessibility violations or misidentified affected elements due to a lack of grounding in HTML attributes or structures. Long HTML
documents pose challenges; they increase the prompt length, potentially overwhelming the model’s context window and leading
to incomplete reasoning or fabricated results. The LLM-based semantic detector relies on a static screenshot of the web page,
which doesn’t capture dynamic content or alternate views such as drop-down menus, pop-ups, or language toggles.

While we manually verified the correctness of detected violations, we did not establish the complete set of ground-truth
violations for each Web page. As a result, we do not report recall or precision metrics. This limits our ability to quantify undetected
violations and fully assess detection completeness.

Finally, correcting accessibility violations is exceptionally difficult, as it requires a nuanced understanding of user needs, Web
design principles, and advanced reasoning capabilities to ensure effective correction [8, 14]. To better understand which violations
remained uncorrected, we analyzed the corrections produced by three AccessGuru models—GPT-4, Mistral, and Qwen. As shown
in Figure 4, certain violations such as page-has-heading-one, color-contrast, and link-name were consistently difficult to correct. A
limitation of AccessGuru is that it corrects color-contrast accessibility violations by adjusting foreground and background values to
meet WCAG thresholds only. However, it does not account for cases where color is used to convey meaning, such as red for errors
or green for success. In such scenarios, even after contrast improvements, users with color vision deficiencies may still struggle to
understand the intended message. Future work should investigate how visual cues like color can be supplemented with alternative
representations (e.g., icons, text labels, or ARIA attributes) to ensure the semantic meaning is preserved for all users.

8 Conclusion and Future work

Our proposed solution, AccessGuru, helps to improve Web accessibility by detecting and correcting accessibility violations in
HTML documents. AccessGuru combines automated evaluation tools with prompting strategies for pre-trained LLMs to generate
compliant corrections. AccessGuru Detect is evaluated by comparing its accessibility violation coverage against existing accessibility
detection datasets. AccessGuruCorrect is evaluated on two datasets using three different LLMs, with additional human studies to
assess the semantic quality of the corrections compared to human-generated solutions. Our benchmark extends beyond automatic
evaluation tools’ conformance by addressing semantic accessibility violations. Future work should follow this direction by also
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moving beyond conformance checks and incorporating measures like task completion and usability, which automatic evaluation
tools alone do not fully capture.

An important future direction is the reconstruction of fully corrected Web pages. While our system outputs individual corrected
HTML snippets per violation, these must be re-integrated into the original document to form a coherent and fully accessible Web
page. This reconstruction process involves merging overlapping or nested corrections while preserving the semantic structure,
layout, and any unaffected content. We intend to address this engineering effort in future iterations of our system.

Additionally, future research should exploremore robust grounding techniques, multi-view analysis of dynamic content—including
the use of video to capture temporal changes—and strategies to handle long-context scenarios—such as hierarchical analysis or
chunked evaluation—to improve the effectiveness of LLMs in detecting semantic accessibility violations. Finally, accessible Web
pages available in the wild could be leveraged in future work to help LLMs retrieve compliant examples and apply similar patterns
in corrections.
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Table 8. Prompt template used in the LLM-based semantic detector within the AccessGuruDetect module. The prompt guides the LLM to detect
semantic Web accessibility violations. We structure the prompt into fixed and dynamic components. Fixed components remain constant
across all HTML documents, while dynamic fields are populated based on the specific web page input.

Type Prompt Template

Fixed You are a Web accessibility expert. Your task is to detect semantic accessibility violations in the given HTML Web page.
These accessibility violations are often not detectable by standard automated tools and require interpretation of the content’s
meaning and user context.

Fixed A semantic violation occurs when:
- Attributes like alt text, language, or link/button labels are present but do not provide meaningful information.
- Visual or multimedia content is not described in a way that conveys its purpose to users with disabilities.

Fixed Use the information below to guide your analysis. You are operating on:
- The domain of the web page:

Dynamic {Insert Web page Domain}

Fixed - The URL of the web page:

Dynamic {Insert Web page URL}

Fixed You are provided with:
- The HTML code of the web page to analyze.
- The full semantic accessibility violation taxonomy.

This taxonomy defines specific types of semantic accessibility violations and their descriptions.
[Semantic Accessibility Violation Taxonomy]

- A screenshot of the rendered view of the web page.

Dynamic {Insert HTML here}

Dynamic {Insert Web page screenshot}

Fixed Now, review the HTML and supplementary data. List all semantic accessibility violations you detect, and for each:
1. Identify the affected HTML element. Enclose the exact HTML snippet using the markers [START] and [END].
2. Specify the violation name.

Table 9. Role-play persona used in the AccessGuruCorrect module to guide the LLM in generating WCAG-compliant HTML corrections.

Persona

You are aWeb accessibility expert with a strong proficiency in HTML and a deep commitment to fixingWeb accessibility
violations. You specialize in analyzing Web pages, identifying accessibility violations, and providing immediate,
corrected HTML code solutions that meet WCAG 2.1 standards. Your expertise includes resolving problems like missing
or improper alt text, insufficient heading structure, non-semantic elements, inaccessible forms, and color contrast
accessibility violations.

You are adept at transforming flawed code into compliant, cleanHTML thatworks seamlesslywith assistive technologies,
ensuring that Websites are fully navigable by keyboard and readable by screen readers. You provide the corrected code
necessary for immediate implementation, ensuring that Websites are not only compliant but truly inclusive for users
with disabilities.

Your mission is to ensure that every website and application is accessible to all users by providing expertly corrected
HTML, making the web a more inclusive space.
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Table 10. Initial prompt template used in the AccessGuruCorrect module. The prompt integrates role-play, contextual, and metacognitive
prompting strategies and is structured around five metacognitive stages: comprehension clarification, preliminary judgment, critical evaluation,
decision confirmation, and confidence assessment. The prompt is structured into fixed and dynamic components. The fixed components remain
constant across all samples, while dynamic fields are populated based on the violation instance. (For semantic violations involving visual content,
an additional instruction guides the LLM to reason over webpage screenshots—see purple-highlighted rows.)

Metacognitive
Stage

Type Prompt Template

Comprehension
Clarification

Fixed {Role-play persona} + Clarify your understanding of the following web accessibility violation: (Role-play
persona) + Clarify your understanding of the following web accessibility

Dynamic {Category}
{Category description}
{Violation name}
{Violation description}
{URL}
{HTMLElement}
{Impact}

Fixed Impact is a rating determined by the severity of the violation, indicating the extent to which it hinders user
interaction with the Web content. The scale is [cosmetic, minor, moderate, serious, critical]

Fixed Prioritize the attached screenshot of the Web page (which visually shows the UI element with a possible Web
accessibility violation). Your tasks:

(1) Interpret the visual content of the attached image.
(2) Identify the UI element (e.g., a button or icon) shown in the image.
(3) Determine whether the element is accessible (i.e., if an image element has a meaningful alt text)
(4) Compare your findings with the corresponding HTML provided and highlight any mismatches.
(5) Suggest an accessibility-compliant fix if there’s a violation.

Dynamic {Web page screenshot}

Preliminary
Judgment

Fixed Based on your understanding, provide a preliminary correction for the web accessibility violation based on the
following WCAG guideline(s): violation based on the following WCAG guideline(s):

Dynamic {Relevant WCAG guideline}

Fixed Make sure your generated code corrects the web accessibility violation without introducing new accessibility
violations. Ensure you generate the complete corrected code, not just a snippet.

Critical
Evaluation

Fixed Critically assess your preliminary correction, make sure to correct the initial web accessibility violation
without introducing new web accessibility violations. Only make corrections if the previous answer is incorrect.
Make sure your generated code corrects the web accessibility violation without introducing new accessibility
violations.

Decision
Confirmation

Fixed Confirm your final decision on whether the correction is accurate or not and provide the reasoning for your
decision. Only suggest further corrections if the initial response contains errors. Make sure your generated
code corrects the web accessibility violation without introducing new accessibility violations. Enclose your
corrected HTML code to replace the initial code with accessibility violations between these two marker strings:
"###START###" as first line and "###END###" as last line.

Confidence
Assessment

Fixed Evaluate your confidence (0-100%) in your correction, enclose your confidence score between these two
marker strings: "###START1###" as first line and "###END1###" as last line. Provide an explanation for this
confidence level; enclose your explanation between these two marker strings: "###START2###" as the first line
and "###END2###" as last line.
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Table 11. Corrective re-prompting template used in the AccessGuruCorrect module. The prompt is structured into fixed and dynamic
components. The fixed components remain constant across all samples, while dynamic fields are populated based on the violation instance.
(For semantic violations involving visual content, an additional instruction guides the LLM to reason over webpage screenshots—see purple-
highlighted rows.)

Metacognitive
Prompting
Stage

Type Prompt Template

Comprehension
Clarification

Fixed {Role-play persona} + You are analyzing a web accessibility issue using a

snippet of Affected HTML Element(s) , Web page screenshot and related metadata.

The screenshot reflects exactly what is rendered to users. Follow these strict rules:

• Prioritize visual analysis: list at least three specific details observable in the image

(e.g., color, shape, text, or spatial arrangement).

• Analyze only the provided HTML snippet and metadata. Do not infer or invent additional structure,
styles, or UI elements beyond what is given.

• Avoid introducing or rewriting content not present in the HTML. Do not add or alter CSS, forms,
headers, sections, scripts, or attributes unnecessarily. Modify only the minimal code needed
to resolve the violation.

• Return only the modified lines in a fenced code block. Leave all other parts of the HTML
unchanged.

• Justify every accessibility concern directly with observable evidence from the HTML.

Clarify your understanding of the following web accessibility violation:
Lorem Ipsum is simply dummy text of the printing and typesetting industry.

Dynamic {Category}
{Category description}
{Violation name}
{Violation description}
{URL}
{HTMLElement}
{Impact}

{Web page screenshot}

Fixed Impact is a rating determined by the severity of the violation, indicating the extent to which it hinders user
interaction with the Web content. The scale is [cosmetic, minor, moderate, serious, critical]

Preliminary
Judgment

Fixed Based on your understanding, provide a preliminary correction for the web accessibility violation based on the
following WCAG guideline(s): violation based on the following WCAG guideline(s):

Dynamic {Relevant WCAG guideline}

Fixed Make sure your generated code corrects the web accessibility violation without introducing new accessibility
violations. Ensure you generate the complete corrected code, not just a snippet.

Critical
Evaluation

Fixed Critically assess your preliminary correction, make sure to correct the initial web accessibility violation
without introducing new web accessibility violations. Only make corrections if the previous answer is incorrect.
Make sure your generated code corrects the web accessibility violation without introducing new accessibility
violations.

Decision
Confirmation

Fixed Confirm your final decision on whether the correction is accurate or not, and provide the reasoning for your
decision. Only suggest further corrections if the initial response contains errors. Make sure your generated
code corrects the web accessibility violation without introducing new accessibility violations. Enclose your
corrected HTML code to replace the initial code with accessibility violations between these two marker strings:
"###START###" as the first line and "###END###" as the last line.

Confidence
Assessment

Fixed Evaluate your confidence (0-100%) in your correction, enclose your confidence score between these two
marker strings: "###START1###" as first line and "###END1###" as last line. Provide an explanation for this
confidence level; enclose your explanation between these two marker strings: "###START2###" as the first line
and "###END2###" as last line.
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Table 12. Prompt templates used for baseline methods, structured into fixed and dynamic components. Fixed components remain constant
across all samples, while dynamic fields are populated based on the specific violation instance. These templates are directly adapted from
the original works. (For semantic violations involving visual content, we added an additional instruction that guides the LLM to reason over
webpage screenshots—see purple-highlighted rows.)

Baseline Method Type Prompt Template

Contextual
Prompting
(Othman et al.[37])

Fixed Given the following Web page screenshot and source code, can you fix the accessibility issue related
to the success criteria according to WCAG 2.1? Given the following source code, can you fix the
accessibility issue related to the success criteria according to WCAG 2.1?

Dynamic {HTML}, {WCAG relevant to the violation} , {Web page screenshot}

ReAct Prompting
(Huang et al. [23])

Fixed You are a helpful assistant who will correct accessibility issues of a provided website.

Provide your thought before you provide a fixed version of the results.

E.g. Incorrect: <span>Search</span>

Thought: because ... I will ...

Correct: <span class="DocSearch-Button-Placeholder">Search</span>

You are operating on this website:

Dynamic {Web page URL}, {violation name}, {violation description}, {fix advice}, {HTML}

Fixed Given the Web page screenshot:

Dynamic {Web page screenshot}

Zero-shot
Prompting
(Delnevo et al. [15])

Fixed Is the following HTML code accessible? Is the following HTML code accessible? Is the following HTML
code accessible?Is the following HTML code accessible?Is the following HTML code accessible?Is the
following HTML code accessible?

Dynamic {HTML}

Fixed Given the Web page screenshot:

Dynamic {Web page screenshot}
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1448
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1450

1451

1452

1453

1454

1455

1456

1457

1458

1459

1460

1461

1462

1463

1464
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Table 13. Subset of our Proposed Taxonomy to Categorize Web Accessibility Violations. The full taxonomy can be found in our supplementary
material.

Category Violation
Name

Description Violated
Guide-
lines

Impact Supplementary In-
formation

Semantic
Accessibility
Violations

image-alt-not-
descriptive

Inaccurate or misleading alternative text that fails to
describe the purpose of the image.

WCAG
1.1.1

Critical Image

video-captions-
not-descriptive

Inaccurate video captions. WCAG
1.2.1, 1.2.3

Critical Video

lang-mismatch Page language attribute does not match the actual lan-
guage of the content.

WCAG
3.1.1

Serious –

link-text-
mismatch

Links fail to convey their purpose or are ambiguous. WCAG
2.4.4, 2.4.9

Serious –

button-label-
mismatch

Button labels are unclear or fail to specify their purpose. WCAG
4.1.2, 2.5.3

Critical –

ambiguous-
heading

Headings are vague, repetitive, or fail to describe the
content.

WCAG
2.4.6, 2.4.10

Moderate –

incorrect-
semantic-tag

A non-semantic tag (e.g., div or span) is used instead of
a proper semantic element (e.g., header, nav, main).

WCAG
1.3.1

Serious Document structure
(other headings, sec-
tion context)

color-only-
distinction

Visual information is conveyed using color alone with-
out additional indicators like text, shape, or pattern,
making it inaccessible to users with color vision defi-
ciencies.

WCAG
1.4.1

Serious Web page Screenshot

Layout
Accessibility
Violations

meta-viewport Ensure <meta name="viewport"> does not disable text
scaling and zooming

WCAG
1.4.4

Critical –

color-contrast Ensure the contrast between foreground and back-
ground colors meets WCAG 2 AA minimum contrast
ratio thresholds

WCAG
1.4.3

Serious Color Information
(Background and
Foreground)

avoid-inline-
spacing

Ensure that text spacing set through style attributes can
be adjusted with custom stylesheets

WCAG
1.4.12

Serious –

target-size Ensure touch targets have sufficient size and space WCAG
2.5.5

Serious –

Syntax
Accessibility
Violations

duplicate-id-
aria

Ensure every id attribute value used in ARIA and in
labels is unique

WCAG
4.1.2

Critical –

tabindex Ensure tabindex attribute values are not greater than 0 WCAG
2.1.1

Serious –

duplicate-id-
aria

Ensure every id attribute value used in ARIA and in
labels is unique

WCAG
4.1.2

Critical –

tabindex Ensure tabindex attribute values are not greater than 0 WCAG
2.1.1

Serious –

valid-lang Ensure lang attributes have valid values 3.1.2 Serious –
aria-required-
attr

Ensure elements with ARIA roles have all required ARIA
attributes

WCAG
4.1.2

Critical –

meta-refresh Ensure <meta http-equiv="refresh"> is not used for de-
layed refresh

WCAG
2.2.1

Critical –

empty-table-
header

Ensure table headers have discernible text WCAG
1.3.1, 2.4.6

Minor –

empty-heading Ensure headings have discernible text WCAG
1.3.1, 2.4.6

Minor –
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