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In cloud-Internet of Things (IoT) healthcare systems, private medical data leakage is a serious concern as the cloud server is not

fully trusted. Dynamic searchable symmetric encryption (DSSE), with necessary forward and backward privacy security properties,

enables doctors to retrieve ciphertexts while guaranteeing data privacy. However, existing forward and backward private DSSE

schemes are not well-suited for cloud-IoT healthcare systems with attribute-value type databases. To this end, we propose an efficient

privacy-preserving conjunctive searchable encryption scheme for cloud-IoT healthcare systems, called PC-SE. It is the first conjunctive

DSSE scheme designed for attribute-value type databases. Specifically, we design flexible search capabilities for PC-SE to address users’

various search requirements. It can not only achieve precise conjunctive search based on keywords but also realize broad attribute

search. Moreover, our scheme achieves fine-grained search for attribute values while maintaining forward and Type-I
−
backward

privacy. This approach reduces the communication burden and minimizes the risk of privacy exposure. To ensure that users with

different authorities can only access the corresponding attribute values, we introduce an attribute access control mechanism in PC-SE.

Finally, security analysis and experimental results demonstrate that PC-SE is secure and effective.

CCS Concepts: • Security and privacy→Management and querying of encrypted data.
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1 Introduction

With the rapid development of Internet of Things (IoT) and cloud computing, integrating these technologies in cloud-IoT

healthcare systems has found widespread applications in real life [1–4]. Wearable IoT devices aggregate collected

patient data into electronic health records (EHRs) and upload them to cloud servers [5]. This not only facilitates doctors’

prompt access to medical data for diagnosis and treatment but also reduces the cost of storing a large number of EHRs

files. However, due to the fact that cloud servers may not always be trusted, the sensitivity and privacy of medical

data impose a challenge for cloud-IoT healthcare systems [6]. The leakage of EHRs can lead to reputation damage and

unnecessary discrimination against patients [7, 8]. A common solution is to encrypt EHRs before uploading them to the

cloud server, but this introduces another problem, i.e., encrypted EHRs cannot be retrieved by users based on keywords.

Symmetric searchable encryption (SSE) was first introduced by Song et al. [9] and can successfully achieve ciphertext

retrieval. To support the dynamic update of databases, Kamara et al. [10] proposed dynamic SSE (DSSE) by introducing

additional leakage. Unfortunately, these additional leakages can severely compromise data privacy in healthcare systems

[11–13]. To this end, Stefanov et al. [14] introduced the concepts of forward and backward (FB) privacy to mitigate

the additional privacy concerns introduced by supporting update operations. Forward privacy severs the connection

between newly added files and previous search queries, ensuring that previous search queries cannot match the newly

added files. On the other hand, backward privacy severs the connection between the current search queries and files

that have been deleted, ensuring that subsequent search queries on keyword w cannot match files that were added

and later deleted. Bost et al. [15, 16] formally defined forward privacy and three types of backward privacy, gradually

decreasing in strength from Type-I to Type-III. Based on [16], Zuo et al. [17] defined backward privacy Type-I
−
, which

is more secure than backward privacy Type-I. Most DSSE schemes have drawn inspiration from and incorporated these

security definitions [18, 20–22, 24–26].

Table 1. EHRs database.

ID

Attribute

Name Age Family History ... Past History Medications

700756 *** 42
Father has

Diabetes
...

Hypertension

(diagnosed in 2015)

Lisinopril (10mg daily)

for hypertension

749939 *** 53 ⊥ ...
Asthma (diagnosed in

childhood), Seasonal allergies

Loratadine for

seasonal allergies

... ... ... ... ... ... ...

739221 *** 60 ⊥ ...
Type 2 Diabetes (diagnosed

in 2016), Hypertension

Metformin (250mg

daily) for diabetes

Single-keyword DSSE scheme with FB privacy has limited expressiveness of queries and is unsuitable for healthcare

systems. A practical DSSE scheme for healthcare systems should support conjunctive search. Patranabis and Mukhopad-

hyay [27] designed an oblivious computation protocol and constructed a practical DSSE scheme for conjunctive search

with FB privacy, named ODXT. Zuo et al. [28] proposed FB-DSSE-CQ, a conjunctive DSSE scheme using an extended

bitmap index. Chen et al. [29] and Guo et al. [30] implemented a conjunctive searchable encryption scheme with FB

privacy using inner product matching and puncturable pseudorandom functions, respectively.

In cloud-IoT healthcare systems, EHRs files follow an attribute-value data format, and a representative resulting

database is shown in Table 1. Each row represents an EHRs file with a corresponding file identifier that contains

several attributes. Each column contains the attribute values for the respective EHRs files. However, existing FB
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privacy conjunctive DSSE schemes are not directly applicable to cloud-IoT healthcare systems [31]. The reasons are

as follows. Doctors perform various tasks such as diagnosis, research, and statistics based on EHRs. They not only

perform conjunctive searches based on keywords to precisely obtain query results but also search for files containing

a specific attribute. Unlike the former, the latter type of search is not dependent on keywords but rather is a broad

attribute-based search. Existing schemes only support fixed keyword-based search functionality, which fails to meet

users’ various practical query requirements. Second, when applied to attribute-based databases, existing conjunctive

search schemes introduce additional communication burdens and privacy concerns. Specifically, different attributes may

contain the same keywords. When a doctor seeks files with ‘hypertension’ in the ‘past history’ attribute and ‘diabetes’

in the ‘family history’ attribute, the correct result should be the file with ID = 700756. However, using previous DSSE

schemes, the search results would include both ID = 700756 and ID = 739221 files. The file with ID = 739221 also contains

‘hypertension’ and ‘diabetes’, but it is not the required file for the doctor, resulting in unnecessary communication burden

and information leakage. A straightforward solution for exsiting scheme is to flatten the multi-dimensional structure of

attribute-value databases by treating attributes as part of the keyword, that is, by concatenating the attribute name and

the keyword into a single new keyword for search. However, this approach still faces several challenges in terms of both

search granularity and privacy. Specifically, it can only support coarse-grained, document-level search, meaning that

users can retrieve only entire documents containing the matching keyword, rather than specific content under a certain

attribute. In practice, doctors may wish to obtain fine-grained information pertaining to a particular attribute (e.g., "past

history" or "medications") rather than accessing the full EHR. This increases the risk of unnecessary privacy exposure

and also leads to higher communication overhead. Furthermore, in real-world healthcare systems, the attribute values

of EHR files often contain highly sensitive personal information. Different users (e.g., attending physicians, nurses, and

medical interns) should have distinct access rights to specific attribute fields. However, when attributes are embedded

within keyword strings, the system loses the ability to identify and authorize access to individual attributes. As a result,

access control can only be enforced at the keyword level, not at the attribute level. This issue becomes even more

pronounced when attribute names overlap with keyword values, making precise, attribute-level access control even

more difficult to implement. This approach causes DSSE schemes to overlook the need for attribute-level access control

and fine-grained attribute-value retrieval. In summary, designing a FB privacy conjunctive DSSE scheme with flexible

search capabilities and high private security for cloud-IoT healthcare systems remains a challenge.

To address the above challenges, we design PC-SE, a forward and backward (FB) privacy-preserving conjunctive

DSSE scheme specifically tailored for attribute-value structured EHR databases in cloud-IoT healthcare systems. At a

high level, the scheme integrates oblivious computation protocol and symmetric encryption with homomorphic addition

with a structured secure index to support precise conjunctive keyword search across multiple attributes, while enabling

fine-grained attribute-value retrieval instead of returning entire documents. An attribute access mapping mechanism is

further introduced to achieve fast attribute-specific queries and enforce attribute-level access control, ensuring that

users with different roles can only access authorized fields. The scheme supports dynamic updates while preserving

forward privacy and Type-I
−
backward privacy, and is proven secure under the defined security model. Experimental

results demonstrate that PC-SE achieves a practical balance between strong privacy guarantees, expressive query

capabilities, and low computation overhead. Our contributions are summarized as follows.

• We propose the first FB privacy conjunctive DSSE scheme for EHRs file databases. By integrating an oblivious

computation protocol and symmetric encryption with homomorphic addition, the scheme enables precise and

efficient conjunctive keyword search across multiple attributes. Instead of returning full documents, the scheme
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4 Ma et al.

allows users to retrieve only specific attribute values that satisfy the query. This enables users to obtain accurate

search results and addresses the widespread issues of additional communication burden and privacy leakage

present in existing schemes.

• To support flexible search, we introduce an attribute access mapping mechanism, which facilitates efficient broad

attribute queries and enforces attribute-level access control. This ensures that users with different roles can

only search and access the attributes they are authorized to see, satisfying fine-grained privacy requirements in

real-world healthcare systems.

• We formally prove that our scheme achieves forward privacy and Type-I
−
backward privacy, the strongest

defined level in existing literature. We also conduct extensive experiments to demonstrate that our scheme

achieves a practical balance between security, search efficiency, and functionality, outperforming related works

in both expressiveness and performance.

2 Related Works

Song et al. [9] pioneered the first static SSE scheme in 2000. The search time of the scheme is linearly related to the size

of the database, but its security and expressive power were still lacking. Following this, SSE has attracted extensive

research and attention. Goh et al. [34] and Chang et al. [35] respectively constructed security models for SSE and

designed corresponding SSE schemes. In particular, Goh et al. [34] proposed the first SSE scheme based on inverted

indexing. However, the security models they proposed still had flaws. Curtmola et al. [36] introduced an adaptive

security model and constructed an SSE scheme with sub-linear complexity based on inverted index. However, these

static database-based SSE schemes do not meet the real-time data update requirements in many scenarios.

To enable SSE schemes to support dynamic updates, Kamara et al. [10] proposed the concept of dynamic searchable

symmetric encryption (DSSE) and designed the first DSSE scheme supporting dynamic data updates. A series of

subsequent works focused on enhancing the functionality, efficiency, and security of DSSE schemes. In particular,

leveraging the strong expressiveness of attribute-based encryption (ABE), Li et al. [37] proposed a new attribute-based

encryption scheme (KSF-OABE) that outsources key issuance and decryption to enable keyword search, reducing

computation costs and ensuring the cloud service provider cannot access the plaintext, while proving its security

against chosen-plaintext attacks. Gao et al. [38] and Yu et al. [39] integrated ABE with blockchain technology to achieve

fine-grained search and revocable functionalities. Similarly, Yin et al. [40] proposed a novel secure index based on access

policies and an attribute-based search token, allowing for fine-grained search capabilities along with access control.

While these approaches have successfully minimized the overhead associated with decryption and revocation, DSSE

schemes that rely on ABE still face challenges when applied in resource-constrained network environments. In addition,

some work focused on addressing common query and result pattern leakage in SSE protocols. Li et al. [41] proposed a

verifiable searchable encryption (VSE) scheme that supports conjunctive keyword search while hiding both access and

volume patterns, using additively symmetric homomorphic encryption and private set intersection protocols. Yang et al.

[42] used the oblivious polynomial evaluation (OPE) protocol to construct a verifiable searchable encryption scheme

named OpenSE, to preserve query and result pattern privacy. Ji et al. [43] proposed a leakage-suppressed verifiable

searchable symmetric encryption (VSSE) scheme that hides search, access, and response length patterns, allows the

client to verify the server’s response. Xu et al. [44] introduced the concept of keyword pair result pattern (KPRP) leakage

and proposed a DSSE scheme to address this issue. Chen et al. [45] introduced MFSSE, an SSE scheme that conceals

search patterns by modifying the search trapdoor for each query and introduces random errors to resist access pattern
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leakage. Jiang et al. [46] leveraged trusted hardware Intel SGX to deploy a new tree-based SSE scheme that hides result

patterns.

There is no doubt that dynamic updates introduce more security threats to the scheme. In particular, Zhang et al. [13]

proposed a file injection attack in 2016 that could easily compromise the security of DSSE. Forward and backward privacy

effectively control leakage in DSSE and resist file injection attacks. These concepts were first introduced by Stefanov

et al. [14]. Bost et al. [16] formally defined forward privacy and three security levels of backward privacy (Type-I to

Type-III) and proposed DSSE schemes with three levels of security. Song et al. [47] designed a state chain structure based

on symmetric cryptographic primitives to construct a fast forward privacy scheme, named Fast. Li et al. [18] adopted a

triple dictionary structure to design a forward privacy scheme for healthcare systems, but the scheme is limited by its

cumbersome update operations. Li et al. [19] proposed a multi-user dynamic searchable symmetric encryption (MDSSE)

scheme for attribute-value type databases. The scheme also uses a triple dictionary structure to support keyword /

attribute-based searches and adopts blind storage to enhance privacy. Although the scheme is practical in dynamic

multi-user settings, it only supports single-keyword / attribute queries and lacks support for conjunctive searches,

backward privacy, and fine-grained access control. Liu et al. [20] and Wang et al. designed a more efficient forward

privacy scheme for both search and update using a hash chain structure. The lack of consideration for backward privacy

still fails to protect privacy security comprehensively. Bost et al. [16] proposed Janus, a DSSE scheme with forward

and Type-III backward privacy, using puncturable encryption. Later, Sun et al. [48] found that the public-key-based

puncturable encryption used in Janus had low update efficiency. As a result, they proposed a symmetric cryptographic

primitive-based puncturable encryption and designed an optimized scheme called Janus++. After analyzing the Type-I

backward privacy proposed by Bost [16], Zuo et al. [17] proposed a more secure Type-I
−
backward privacy and construct

a scheme with both forward and backward privacy using bitmap indexes and homomorphic encryption techniques. In

order to reduce client storage, Demertzis et al. [11] proposed the scheme Qos, which is the first quasi-optimal Type-III

backward privacy scheme as far as we know. Zhao et al. [49] introduced an efficient cumulative commitment verification

structure (AC-VS) with constant-size storage to reduce the search cost of the scheme while ensuring forward and

backward privacy. Dou et al. [50] proposed a robust forward and backward privacy scheme to adapt to more complex

update and query processes. Chen et al. [51] utilized blockchain and hash-proof chain technologies to build a publicly

verifiable DSSE scheme and designed a new data hiding structure that provides both forward and backward privacy.

It is clear that single-keyword search cannot meet the query requirements in real-world systems. The capability

of conjunctive keyword search enhances the application of DSSE schemes in practical scenarios [52]. Cash et al. [53]

introduced the first static conjunctive search scheme, called OXT, which lacks the functionality for data updates.

To this end, Patranabis et al. [27] proposed three dynamic conjunctive searchable encryption schemes: MitraConj ,

BDXT and ODXT. MitraConj is an extension of the single-keyword DSSE scheme Mitra [22]. Its idea is to run single-

keyword searches multiple times and take the intersection to achieve conjunctive search, but its computational and

communication costs are proportional to the number of updates for each keyword in the conjunction. This overhead

is significant when the number of keywords or updates is high. BDXT optimized MitraConj ’s search cost by making

its computational cost only related to the keyword with the least updates, but still has issues with high latency and

multi-round communication. ODXT further improved BDXT by using oblivious computation protocols. It is currently

an effective scheme for conjunctive search with forward and backward privacy. Chen et al. [29] designed a conjunctive

search DSSE scheme DSSE-DC with a revocation mechanism using the idea of inner product matching. Guo et al. [30]

constructed a forward index using a t-puncturable pseudorandom function and combined it with an inverted index

to achieve conjunctive keyword search. Li et al. [54] introduced the notion of an update counter to construct a new
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bi-directional index structure, which enables conjunctive queries over bipartite graphs. Their scheme also proposed a

new oblivious data structure to store the bi-directional index and used a semantically secure encryption scheme to

encrypt node information, providing the proposed scheme with forward privacy and Type-I backward privacy. Yuan et al.

[55] introduced the first sub-linear KPRP-hiding conjunctive DSSE scheme with forward and backward privacy, enabled

by a novel cryptographic primitive, Attribute-updatable Hidden Map Encryption (AUHME). Li et al. [56] designed a

highly balanced binary tree data structure called the Indistinguishable Binary Tree (IBtree) to achieve conjunctive

keyword search. In addition, many other works have focused on extending DSSE with various query functionalities

[57–59]. For instance, to enable fuzzy search, Li et al. [57] introduced a two-dimensional inner product relation to

construct a wildcard searchable encryption scheme. Liu et al. [58] proposed a partitioning strategy to implement range

searches on large-scale databases while using order-weighted inverted indexes and bitmap structures to enhance the

efficiency and security of the scheme.

However, as mentioned before, these existing schemes cannot be directly applied to cloud-IoT healthcare systems

based on attribute value-type databases. Table 2 presents a comparison of our scheme with existing advanced DSSE

schemes in terms of security, functionality, and efficiency.

Table 2. Comparison of existing schemes with proposed scheme.

Scheme Query
Type

Atrribute
Search

Fine-grained
Search

User
Update

Attribute
Access Contol

Update
cost

Search
cost

Forward
Privacy

Backward
Privacy

[16] Single ✗ ✗ ✗ ✗ Õ(log
2 P) Õ(aw log P + log

3 P) ✓ I

[16] Single ✗ ✗ ✗ ✗ O(1) O(nwdw) ✓ III

[50] Single ✗ ✗ ✗ ✗ O(|D |) O(aw |D |) ✓ I
−

[24] Single ✗ ✓ ✗ ✓ O(1) O(|D |2) ✓ II

[29] Conjunctive ✗ ✗ ✗ ✗ O(a f ) O(awmin) ✓ I
−

[18] Single ✓ ✓ ✗ ✗ O(P) O(aw) ✓ ✗
[20] Single ✗ ✓ ✓ ✓ O(|s |) O(aw) ✓ ✗
[19] Single ✓ ✗ ✓ ✗ O(P) O(aw) ✓ ✗
[30] Conjunctive ✗ ✗ ✗ ✗ O(1) O(nawmin) ✓ ✗
[54] Conjunctive ✗ ✗ ✗ ✗ O(log P logk P) O(nawmin log P logk P) ✓ I

[44] Conjunctive ✗ ✗ ✗ ✗ O(1) O(nawmin) ✓ II

[27] Conjunctive ✗ ✗ ✗ ✗ O(1) O(nawmin) ✓ II

Ours Conjunctive ✓ ✓ ✓ ✓ O(|s |) O(nawmin) ✓ I
−

P is the number of keyword/document pairs, |D | is the number of total files, and |s | is the number of authorized user. For

keywordw , nw is the number of results currently matchingw , aw is the total number of keyword updates, dw is the number

of deleted operations for w , awmin is the number of the least update keyword in q = (w1 ∧w2∧, · · · , ∧wn ), and n is the

number of keyword in conjunctive query q . af is the number of updates for f . The notion Õ hides polylog factors, and hence

Õ (A) > O (A).

3 Preliminaries

3.1 System Model

Fig. 1 depicts the system model we considered, which consists of four entities: patients, cloud server, doctors and

hospital.

Patients: As data owners, patients upload the EHRs collected through wearable IoT devices to the cloud server. To

protect data privacy and facilitate subsequent search operations by doctors, patients first encrypt the EHRs using a

symmetric encryption algorithm and construct the corresponding encrypted index. Then, they upload the encrypted

files along with the secure index to the cloud server. Finally, when doctors perform search operations, patients share

the relevant keys with the doctors through the hospital.

Manuscript submitted to ACM
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Patient Doctors

Encrypted files

Cloud Server
Encrypted 

index

Search keyword 
and attribute

Trapdoor

Search results

Hospital

Encrypted key Decrypted key

Fig. 1. Cloud-IoT healthcare system model of our proposed scheme.

Doctors: As data users, doctors retrieve EHRs files stored on the cloud server to study and diagnose patients’

conditions. To retrieve the required EHRs, doctors need to generate a search trapdoor and send them to the cloud server.

It is necessary to filter out the unauthorized access portion from the search results locally and prepare for subsequent

fine-grained searches.

Cloud Server: The cloud server is responsible for storing data and performing retrieval operations. Upon receiving

a trapdoor sent by the doctor, the server executes the search protocol based on the secure index and returns the final

search results to the doctor.

Hospital: The hospital is responsible for generating encrypted and decrypted keys and distributing them to patients

and doctors, respectively. Only patients and hospital-authorized doctors can perform encryption and decryption

operations on the files.

Note: Our goal is to design a forward and backward conjunctive DSSE scheme with flexible search capabilities and

high privacy for cloud-IoT healthcare systems. The key point is how to design a secure index architecture for the

attribute-based database in the cloud-IoT health system, so that doctors can implement multiple search functions while

minimizing the privacy leakage of patients during the update and search process. Like all existing DSSE schemes, the

security of our scheme relies on a "strong" assumption that the client’s key can always be protected and will not be

compromised [60]. Therefore, we did not discuss the key distribution and sharing issues in the paper.

3.2 Threat Model

In our scheme, the patients and doctors are legal. To protect private information, they execute the protocol honestly

and never expose the keys to any unauthorized entities. We also assume the hospital is a fully trusted third party. The

hospital’s functions are to generate and distribute keys, authenticate identities, reduce the burden of key storage, and
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provide secure communication within the system. The cloud server is assumed to be honest but curious. This means

the server will perform updates and retrieval operations honestly and return the correct search results to the doctor.

However, it may also attempt to learn more valuable information during these processes.

3.3 Notations

Table 3 introduces the notations used in this paper.

Table 3. Notations and their descriptions.

Notations Descriptions
fi The i-th EHRs file

λ The security parameter

DB The attribute-value-type database

EDB The encrypted database

w The keyword

att The attribute in EHRs file

Watt The set of keywords under the attribute att Watt = {Watt,f1 , · · · ,Watt,fm }

Watt,f The set of keywords under the attribute att in f

W The set of keywordW = {Watt1
, · · · ,Wattv }

|W| The total number of keywords

ATT The set of attributes ATT = {att1, · · · ,attv }
bs The bit string of bitmap index

e The bit string of encrypted bitmap index

Sume The sum of bit strings for encrypted bitmap index

m The maximum number of EHRs files that the database DB can hold

Vf ,att The value of attribute att in file f

q The conjunctive search query q = {(w1 | |att1)∧, · · · ,∧(wn | |attn )}
| | The concatenation of strings

x → X x is uniformly and randomly sampled from X
cw | |att The counter for the update frequency ofw under att
catt The counter for the update frequency of attribute att
C The map stores the counter

T The map stores the secure index and corresponding encrypted file

X The map stores the cross-tag

3.4 Bitmap Index

We use a bitmap index to represent the file identifiers in our scheme. Specifically, within a bit string bs of length l (l is

the maximum number of files the database can support), the ith bit being 1 indicates the existence of file fi , while 0

indicates the file’s absence. Fig. 2 shows an example supporting six files, i.e., l = 6. Fig. 2 (a) shows the initial state of

the bit string bs , which indicates that files f1 and f3 exist. If we wish to add file f0, we need to perform the operation

as shown in Fig. 2 (b). Specifically, we need to generate the bit string for f0, which is 2
0 = (000001)2, and add it to

the initial state of the bit string bs , (001010)2, resulting in an updated state of (001011)2. If we want to delete file f3

from the current state of the bit string, we must perform the operation as shown in Fig. 2 (c). We need to generate the

bit string for f3, which is −2
3 = −(001000)2. Since we are performing a modulo 2

6
operation (the modulus is related
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Fig. 2. Construction and operation rules of bitmap index.

to the length of the bit string l), −2
3
is converted to 2

6 − 2
3 = (111000)2

1
. Then, (111000)2 is added to the current

state (001011)2. Please note that the addition and deletion operations of the bitmap index can be implemented through

modular addition. The reason for this design is to enable the bitmap index to be encrypted (homomorphically) and

updated (to reflect the addition and deletion of files) using encryption with homomorphic properties.

Remark. In the proposed scheme, we use one bit to indicate whether fi exists. Multiple bits can also be used to

indicate the existence of fi in different applications. For details, please refer to the reference [28].

3.5 Dynamic Symmetric Searchable Encryption (DSSE)

A DSSE scheme Σ runs between the user and the server and consists of one algorithm Setup and two protocols Update,
Search. The specific definitions are as follows.

Setup(λ,DB) ←− (K ,σ ,EDB): The algorithm takes security parameters λ and the original database DB as input and

outputs the secret key K , a local state σ for the user, and an encrypted database EDB stored in the server.

Search(K ,q,σ ;EDB) ←− (σ
′

,R;EDB
′

): The search protocol runs between the user and the server and is responsible

for executing keyword-based search queries on the database. Specifically, the user inputs (K ,q,σ ) and outputs a modified

state σ
′

and a search result R returned by the server, where q is query request. The server takes the encrypted database

EDB as input and outputs a modified database EDB.

Update(K ,σ ,op, in;EDB) ←− (σ
′

;EDB
′

): The update protocol runs between the user and the server and is responsible

for updating the database EDB. Specifically, the user inputs (K ,σ ,op, in) and outputs a modified state σ
′

, where op

1
Modular operations typically return a non-negative result. When dealing with modular operations involving negative numbers, the result can be ensured

to be non-negative by adding the negative number to the modulus and then performing the modular operation.
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denotes the update type and in denotes the update index information. The server takes the EDB as input and outputs a

modified encrypted database EDB
′

.

The adaptive security of a DSSE scheme

∑
= (Setup, Update, Search) is determined by a real-ideal game model. The

real game REAL

Σ

A
(λ) is consistent with the DSSE scheme itself, while the ideal game IDEAL

Σ

A,S(λ) reflects the behavior

of treating the information leaked by DSSE as input to the simulator S. Adversary A can learn the information leaked

by the DSSE scheme through a leakage function L = (LStp ,LUpdt ,LSrch ), where LStp , LUpdt
, and LSrch are used

to capture the leakages in the Setup, Update, and Search protocols, respectively. The definitions of REAL

Σ

A
(λ) and

IDEAL

Σ

A,S(λ) are as follow.

REAL

Σ

A
(λ): It runs Setup when the adversary A chooses a database DB. After A obtains encrypted database EDB,

the game calls Update or Search to respond to the adversary’s queries. Finally, A outputs a bit b ∈ {0, 1}.

IDEAL

Σ

A,S(λ): The simulator S takes LStp as input and executes. When A generates update or search query, S

replies by running LUpdt
or LSrch . Finally, A outputs a bit b ∈ {0, 1}.

Definition 1 (L-adaptive security). A DSSE scheme is L-adaptively-secure, if for any probabilistic polynomial-time

(PPT) adversary, there exists an efficient simulator S contenting��
Pr

(
REAL

Σ
A (λ)=1

)
−Pr

(
IDEAL

Σ
A,S (λ)=1

) ��≤ neдl(λ). (1)

Forward privacy. Zhang et al. [13] proposed a file injection attack against the DSSE scheme. This attack leverages

matching between previous search tokens and leakage about newly added files during the update to recover keywords.

Forward privacy ensures that the newly inserted files cannot be linked with the previous search queries. This means

that the newly added data will not reveal the previous query pattern during the update, and the adversary cannot

infer the query content by correlating the previous and new data. Therefore, a DSSE scheme with forward privacy can

effectively resist file injection attacks.

Definition 2 (Forward privacy). An L-adaptive security DSSE scheme is forward private, if leakage function LUpdt

can be written as following form:

LUpdt (op, (w,bs)) = L
′

(op,bs) (2)

where L
′

is stateless functions, op = {add/del} is operation type.

Backward privacy. Backward privacy ensures that the subsequent search queries cannot match files that have

been deleted previously. That is, subsequent search queries should not reveal the existence or contents of the file that

has already been deleted from the database. There are four types of backward privacy: Type-I
−
, Type-I, Type-II, and

Type-III. The security decreases from Type-I
−
to Type-III [17, 29]. We focus on Type-I

−
backward privacy defined in

[17]. This kind of backward privacy allows the scheme to leak the files currently containing w , the total number of

keyword updates and the timestamp for each update. Based on the leakage of Type-I
−
backward privacy, Type-I and

Type-II additionally leak that the insertion times of matching files, and Type-III further reveals the timestamps of each

deletion operation as well as the corresponding insertion operation. Before formally defining Type-I
−
backward privacy,

we introduce several functions.

For a list of all queries Q , search pattern sp(w) = {t |(t ,w) ∈ Q} reveals the timestamps of all search queries onw ,

where t is the timestamp of the query, and (t ,w) is a search query. rp(w) = {bs} reveals the files containingw that have

not yet been deleted. Time(w) = {t |(t ,op, (w,bs)) ∈ Q} leaks the timestamps of each update forw , where (t ,op, (w,bs))

is update query.
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Definition 3 (Backward privacy). An L-adaptive security DSSE scheme is Type-I− Backward private, if leakage

function LUpdt , LSrch can be written as following form:

LUpdt (op, (w,bs)) = L
′

(op) (3)

LSrch (w) = L
′′

(sp(w), rp(w),Time(w)) (4)

where L
′′

is stateless functions.

3.6 Design Goals

To achieve efficient conjunctive searchable encryption for healthcare systems, the following design goals should be met.

Privacy preserving: In cloud-IoT healthcare systems, the privacy preserving is essential. The proposed scheme

should ensure that apart from some necessary leakage, the cloud server cannot learn any additional information during

the update and search. Forward and backward privacy are crucial to prevent the cloud server from inferring whether

newly added files contain previously searched keywords as well as matching files that have been added and subsequently

deleted. Combining forward privacy and backward privacy provides comprehensive protection for data, ensuring that

sensitive information is not leaked during the addition, deletion, and search. Forward privacy and backward privacy are

essential security properties for a DSSE scheme for cloud-IoT healthcare systems.

Flexible searchability: Flexible search capabilities are crucial for practical cloud-IoT healthcare systems. The

proposed scheme should support exact conjunctive search and broad attribute search to meet the various requirements

of users.

• Exact conjunctive search: The scheme allows for precise data retrieval by enabling searches over combinations

of multiple attribute/keyword pairs.

• Broad attribute search: Users can perform a fast attribute search using only the attribute element. This search

mode enables users to obtain a class of data.

• Fine-grained attribute-value search: Based on the above, beyond document-level retrieval, the scheme should

also support fine-grained searches over specific attribute values.

These features should be integrated into the design of the scheme to provide flexibility and privacy protection in

practical data retrieval scenarios.

Dynamic update: The proposed scheme should support dynamic update capabilities so that both EHRs files and

users can be updated.

Access control: Given the sensitivity of EHRs, only authorized doctors with relevant permissions should be able to

access them. Therefore, the proposed scheme should have access control capabilities.

Efficiency: Along with rich functionality and high security, search efficiency is also an important indicator to

evaluate whether a DSSE scheme can be truly applied in practice.

4 PC-SE: Efficient Privacy-preserving Conjunctive Searchable Encryption

In this section, we present our PC-SE, an efficient conjunctive searchable encryption for cloud-IoT healthcare systems.

4.1 Overview of the Proposed Scheme

Before presenting the detailed construction, we briefly outline the main flow of our scheme. In PC-SE, we utilizes

bitmap index as data structure to efficiently support both conjunctive keyword queries and attribute-value queries.
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The workflow begins with the data owner encrypting each EHR file using a symmetric encryption with homomorphic

addition combined with modular addition, which conceals both the access pattern and the update type while preserving

the ability to perform necessary computations directly over encrypted data. Note that in the scheme, we assume that all

key management and distribution are handled by a trusted third-party hospital. Therefore, this issue is not discussed

in the detailed construction. The index design further integrates an oblivious computation protocol to protect query

privacy and incorporates an attribute access mapping to enable efficient attribute-level queries and enforce access

control policies. When a doctor submits a search request, the hospital sends the relevant key to the user and encrypts

the query to generate a search token. The cloud server processes this token to locate encrypted entries in the index and

returns only the matching results. This process supports expressive conjunctive searches across multiple attributes,

such as retrieving records where attribute “past history” contains hypertension and attribute “family history” contains

diabetes, as well as fine-grained attribute-value retrieval, ensuring that only the queried attribute’s content is revealed

while preventing unnecessary exposure of unrelated fields. Access control is enforced throughout the process by the

attribute access mapping, which guarantees that each doctor can only retrieve information from attributes they are

authorized to access, thereby enabling attribute-level restrictions. The scheme also supports secure dynamic updates,

allowing insertion and deletion of EHR files while maintaining forward privacy and Type-I
−
backward privacy. Through

this workflow, PC-SE achieves strong privacy protection, expressive and flexible search capabilities, and practical

efficiency for large-scale cloud-IoT healthcare systems.

4.2 Our Construction

To achieve the design goals presented in Subsection 3.6, our scheme consists of three protocols: Setup, Update and
Search. Among them, Update includes file updates and user updates, while Search includes broad attribute search

and exact conjunctive keyword-attribute search. Before presenting the details of these protocols, we first clarify the

frequently used symbols and functions in the literature.

F1, F2, F3 and Fp are pseudorandom functions (PRFs), H1 and H2 are hash functions. kt ,ks and kui are λ-bit keys

generated for F1, F2 and F3, respectively. kx , ky and kz are keys generated for Fp . Let д be a uniformly sampled

generator for the p = p(λ) order cyclic group G. Setup,Enc,Dec and Add are algorithms in symmetric encryption with

homomorphic addition Π [17, 29]. Specifically,

Π.Setup(1λ): A setup algorithm that takes the security parameter λ as inputs. It produces a message space N , where

N = 2
µ
and µ is the maximum number of files in the database.

Π.Enc(ke , I ,N ): An encryption algorithm that takes the random key ke (0 ≤ ke < N ), message I (0 ≤ I < N ) and a

message space N as inputs. It produces the ciphertext e = ke + I mod N as output, where the key ke can be used only

once and needs to be retained for decryption.

Π.Add(e1, e2,N ): A homomorphic addition algorithm that takes ciphertexts e1, e2 and a message space N as inputs.

It produces Sume = e1 + e2 mod N as output, where e1 = Enc(ke1
, I1,N ), e2 = Enc(ke2

, I2,N ), 0 ≤ ke1
,ke2

< N and

0 ≤ I1, I2 < N .

Π.Dec(ke , e,N ): A decryption algorithm that takes the key ke , ciphertext e and a message space N as inputs. It

produces I = e − ke mod N as output.

Correctness. The correctness of symmetric encryption with homomorphic addition Π means that given two

ciphertexts e1 = ke1
+ I1 mod N and e2 = ke2

+ I2 mod N , one can compute Sume = e1 + e2 mod N . Meanwhile, one
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need to know the key
ˆke = ke1

+ ke2
mod N to decrypt Sume . In other words,

Dec( ˆke , Sume ,N ) = Sume − ˆke mod N = I1 + I2 mod N . (5)

It is easy to see that Π achieves perfect security (PS) if each secret key is used only once. In this setting, a fresh secret

key is chosen for every message encryption, which is conceptually analogous to the one-time pad (OTP). As a result,

any ciphertext reveals no information about the corresponding plaintext to an adversary A. The formal definition is

presented below.

Perfect Security [61]. If for any probabilistic polynomial-time adversary (PPT) A, its advantage

AdvPS

Π,A (λ) = |Pr[A(Π.Enc(ke , I0,N )) = 1] − Pr[A(Π.Enc(ke , I1,N )) = 1] (6)

is negligible, then Π is perfectly secure, where N ← Π.Setup(1λ), the key ke (0 ≤ ke < N ) is kept secret andA chooses

I0, I1 s.t. 0 ≤ I0, I1 < N .

Algorithm 1, Algorithms 2-3 and Algorithms 4-5 summarize our proposed protocols for Setup, Update and Search
respectively. Fig. 3 shows the major function of our scheme in high level. The detailed explanations are as follows.

Setup. In this protocol, a patient generates a set of λ-bit keys {ks ,kt ,ku ,kx ,ky ,kz }. Specifically, ks is used to encrypt

keywords and attributes, kt is used to generate secure indexes, ku is used to encrypt user identities and accessible

attributes, and kx ,ky and kz are used to generate elements related to oblivious shared computation. The hospital needs

to generate a symmetric key kv to encrypt/decrypt value in EHRs file. Then, the keyword setWatt of each attribute att

in EHRs is extracted, and each value of EHRs is encrypted by symmetric encryption algorithm Sym.Enc(·). In addition,

the patient initializes four empty maps C,T ,X ,U . Specifically, C is used to store counters for the update frequency

of keyword and attribute, T and X store the secure index, and U keeps access authority (i.e., the bit string of file) for

different users under different attributes, which can support users to quickly complete broad attribute search. Among

them, C is held by the patient locally, and T ,X ,U are maintained by the cloud server.

Algorithm 1 Setup

Input: Security parameter λ, and attribute file database DB.
Output: Security keys ks ,kt ,kx ,ky ,kz , empty maps C,T ,X andU , encrypted file database EDB.

1: ks ,kt ,ku ,kx ,ky ,kz ←− {0, 1}
λ

2: kv ←− Sym.Gen(1λ)
3: for att ∈ DB do
4: for f ∈ DB do
5: Construct keyword setWatt
6: Cipf ,att ←− Sym.Enc(kv ,Vf ,att )
7: end for
8: end for
9: C,T ,X ,U ←− empty map

10: return ks ,kt ,ku ,kx ,ky ,kz ,C,T ,X ,U and {Cipf ,att }

Update. This protocol includes both file and user updates. Algorithm 2 is for file update. When updating an attribute-

keyword/file pair (w | |att , f ), the patient first checks map C and updates the update frequency counters cw | |att , catt

for the keyword-attributew | |att and the attribute att , respectively. Next, the patient runs PRFs F1, F2 and F3 as well as

hash functions H1 and H2. Specifically, F1 with key kt is used to compute the location label for this update. F1 with

key ks is also used to encrypt the keyword w | |att to generate the key kw | |att , and then H1 is used to generate the
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homomorphic encryption key ke1
. Similarly, F2 with key ks is used to encrypt the attribute att to generate the key

k
′

att and the encrypted attribute katt , where k
′

att is used to generate the homomorphic encryption key ke2
, and katt

serves as an identifier for each attribute in the attribute value type database, used to locate specific attribute values in

fine-grained search. F3 with key ku is used to compute the identity s of the authorized user associated with attribute att

and adds it to the set {s} (lines 1-9). Note that si ∈ {s} acts as an index, allowing the server to find the attribute access

authority corresponding to the user when the user issues a search query, and the authority are represented by bit string.

This mechanism enables fine-grained access control without requiring users to store or manage individual versions

of the database. Then, the patient adopts symmetric encryption with homomorphic addition with different keys ke1

and ke2
to encrypt the bit strings bs1 and bs2 of the updated file f , resulting in encrypted entries e1 and e2, where e1

is related to the update frequency of the keyword-attribute cw | |att , and e2 is related to the update frequency of the

attribute catt (line 10-11). Note that bs1 and bs2 are identical, and lbs1
, lbs2

= 2
µ
, where µ is the maximum number of

files the database can support. To implement conjunctive search, the patient also needs to prepare for the subsequent

oblivious computation protocol. The protocol requires the method of blind exponentiation in a cyclic group of prime

order (e.g., based on the Diffie-Hellman oblivious PRF). Specifically, Fp with keys kx ,ky and kz is used to compute the

blinding factor α and cross-tag xtaд so that the cloud server can learn whether the attribute in a fixed file contains

all the keywords in conjunctive query (lines 11-12). Please note that conceptually, α is divided into two parts to be

multiplied, one part is related to the file identifier f , and the other part is related to the keyword-attributew | |att and its

update count cw | |att . The xtaд is also divided into two parts to be multiplied by the exponent of д, one part is related

to the keyword-attribute, and the other part is related to the file identifier. This is a deliberate design choice, the effect

of which will be manifested in the process of conjunctive search.

Upon receiving (label , e1, e2,α ,xtaд, {s}) from the patient, the cloud server stores e1 along with α in T [label] and

sets X [xtaд] to 1 (line 16). Unlike e1, which is related to the keyword-attributew | |att , e2 is only related to the attribute

att . Therefore, for each authorized user si , the cloud server adds the access authority information e2 for the current

update of the attribute att to Sume2
using homomorphic addition. Finally, the cloud server stores the file set Sume2

that

user si currently has access to in mapU [si ].

In addition, attributes serve as classification indicators that help organize database records into meaningful categories

(e.g., patient name, age, disease type). The attribute set is initialized and considered static during the setup phase, meaning

that the structure and types of attributes are predefined and known before the secure index is constructed. While it

is technically possible to update the attribute set, such updates are not handled dynamically like keyword insertions

or deletions. Instead, any addition or removal of attributes would typically occur during system reconfiguration or

reinitialization. This design choice aligns with practical use cases, such as healthcare systems, where the attribute

(e.g., medical record structure) is usually stable once deployed. By treating the attribute set as static, the system avoids

frequent restructuring of secure indexes and ensures consistent query performance.

Algorithm 3 focuses on user update. When the patient needs a new doctorua to search the values of certain attributes

in the EHRs files for diagnosis, the patient needs to send ua ’s user identifier sa for each attribute along with the relevant

access permission information to the cloud server, which is then stored inU . If the doctor ud is no longer responsible

for the patient’s treatment, the patient needs to send ud ’s user identifier sd for each attribute to the server, and then the

server removes the corresponding access authority information fromU .

Search. The search protocol includes broad attribute search and exact conjunctive keyword-attribute search. Al-

gorithm 4 is for attribute search. When the doctor u wants to search for the value of attribute att , he/she needs to

run F3 with key ku to compute the user’s identifier s for att and send it to the cloud server. Then, the server directly
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Algorithm 2 Update File

Input: Keywordw , attribute att , file f , bit string of file bs and user ui .
Output: Fresh maps C,T ,X andU .

Patient:
1: cw | |att ←− C[w | |att], catt ←− C[att]
2: cw | |att ←− cw | |att + 1, catt ←− catt + 1

3: label ←− F1(kt ,w | |att | |cw | |att )

4: kw | |att ←− F1(ks ,w | |att), katt | |k
′

att ←− F2(ks ,att)

5: ke1
←− H1(kw | |att , cw | |att ), ke2

←− H2(k
′

att , catt )
6: {s} ←− ∅
7: for all user ui can access this attribute do
8: si ←− F3(kui ,ui | |att)), {s} ←− {s} ∪ si
9: end for
10: e1 ←− Enc(ke1

,bs1, lbs1
), e2 ←− Enc(ke2

,bs2, lbs2
)

11: α ←− Fp (ky , f ) · (Fp (kz ,w | |att | |cw | |att ))
−1

12: xtaд←− дFp (kx ,w | |att )·Fp (ky,f )

13: C[w | |att] ←− cw | |att , C[att] ←− catt
14: Send (label , e1, e2,α ,xtaд, {s}) to cloud server

Cloud Server:
15: T [label] ←− (e1,α), X [xtaд] ←− 1

16: for si ∈ {s} do
17: Sume2

←− Add(U [si ], e2, lbs2
)

18: U [si ] ←− Sume2

19: end for

Algorithm 3 Update User

Input: User ud to be deleted and user ua to be added.

Output: Updated mapU .

Patient:
1: {del}, {add}, {Sume } ←− ∅

2: for att ∈ ATT do
3: sd ←− F3(kud ,ud | |att)), {del} ←− {del} ∪ sd
4: sa ←− F3(kua ,ua | |att)), {add} ←− {add} ∪ sa
5: Generates bit string bsatt of the file that can be accessed, and encrypt it to obtain Sumeatt
6: {Sume } ←− {Sume } ∪ Sumeatt
7: end for
8: Send {add}, {del}, {Sume } to cloud server

Cloud Server:
9: for sa ∈ {add}, Sumeatt ∈ {Sume } do
10: U [sa ] ←− Sumeatt
11: end for
12: for sd ∈ {del} do
13: RemoveU [sd ]
14: end for
15: returnU
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Algorithm 4 Attribute Search

Input: Search attribute att and user u.
Output: The attribute value Cipfi ,att .
Doctor:

1: s ←− F3(ku ,u | |att))
2: Send s to cloud server

Cloud Server:
3: Sume2

←− U [s]
4: Send Sume2

to doctor

Doctor:
5: Sumke

2

←− 0, katt | |k
′

att ←− F2(ks ,att)

6: for i = 1 to catt do
7: ki ←− H2(k

′

att , i)
8: Sumke

2

←− Sumke
2

+ ki mod lbs2

9: end for
10: bs2 ←− Dec(Sumke

2

, Sume2
, lbs2
)

11: Send bs2,katt to cloud server

Cloud Server:
12: for f ∈ bs2 do
13: Intersection of the row in database located by file identifier of fi and the column in database located by encrypted

attribute katt is the search value Cipfi ,att
14: end for
15: return Cipfi ,att

retrieves the encrypted entries Sume2
fromU [s] and returns it to the doctor (lines 3-4). Next, the doctor computes the

key Sumke
2

based on the counter catt and the hash function H2, and runs F2 to obtain the encrypted attribute katt .

He/She uses Sumke
2

to decrypt the encrypted entries Sume2
and obtain the access authority information bs2 (lines

5-11). To perform fine-grained search, upon receiving (bs2,katt ) from the doctor, the server uses the file identifiers

contained in bs2 to locate the corresponding rows in the EHRs database and uses the encrypted attribute katt to locate

the corresponding column in the EHRs database (refer to Table 1). The intersection of these rows and this column in

EHRs database is the search value Cipfi ,att (lines 12-14). Finally, the cloud server returns the encrypted value to doctor

(line 15), and the doctor can decrypt it with symmetric key kv locally.

Algorithm 5 is for exact conjunctive keyword-attribute search. When doctor u issues a search query q = (w1 | |att1) ∧

(w2 | |att2) ∧ · · · ∧ (wn | |attn ), he/she first identifies the keyword-attribute with the least update frequency in the query

q based on map C . Assuming that (w1 | |att1) fulfill this condition, for each update involving (w1 | |att1), the doctor

first runs F1 with key kt to obtain the corresponding updated location labeli and adds it to the set {label}. Then,

to support the cloud server in completing the subsequent oblivious shared computation protocol, the doctor runs

Fp with keys kx and kz to obtain the cross-token xtokeni, j of the remaining keyword-attribute pairs in the query q

for this update and stores them in the set {xtokeni } (lines 1-10). The doctor also runs F3 with key ku to obtain the

user’s identifier associated with each attribute in q, and adds them to the set {s} one by one. Finally, the doctor sends

({label}, {xtokeni }i=1, · · · ,cw
1
| |att

1

, {s}) to the cloud server.

Upon receiving the search trapdoor, the server performs the oblivious shared computation protocol to implicitly

determine whether each update of (w1 | |att1) contains the other terms from the query q. Specifically, the server first

retrieves the corresponding encrypted entry e1 and blinding factor αi from map T based on each update location
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label of (w1 | |att1). To determine whether the each update of (w1 | |att1) involves other terms in q, the cloud server

performs an exponential operation on the cross-token xtokeni, j along with the blinding factor αi to obtain the cross-tag

xtaдi, j . Note that this operation allows the cloud server to obliviously compute the xtaд that may have appeared

during the file update, without learning the file identifier and the keyword-attribute. Whether the xtag exists in the

map X will determine the search results. If X [xtaдi, j ] = 1, it means that the current update of (w1 | |att1) contains

(w j | |attj ) ∈ q,j=2, · · · ,n and the corresponding counter cnti will also be updated. Then, for the updates with cnti = n, the

server adds the corresponding encrypted entry to Sume1
using homomorphic addition and adds the update timestamp

to the set Num (lines 16-27). The server also retrieves the corresponding access authority information from U based

on the user’s identifier si from {s} and returns (Sume1
,Num, {Sume2

} to the doctor (lines 28-31). Finally, the doctor

decrypts Sume1
and Sume2

to obtain Res and bsi , where Res represents the search results in response to query q, and bsi

represents the files that are accessible for each attribute in q. To restrict to only the files that the user is authorized to

access, it is also necessary to perform intersection operations on Res and bsi locally (lines 32-43). To obtain the values

corresponding to any attribute in q within the EHRs database, the subsequent fine-grained search interaction follows

the same process as described in lines 11-15 of Algorithm 4.

Algorithm 5 Conjunctive Keyword-Attribute Search

Input: Search query q = {(w1 | |att1) ∧ (w2 | |att2)∧, · · · ,∧(wn | |attn )} and user u.

Output: The attribute value.
Doctor:

1: Assume (w1 | |att1) with the least updates

2: cw1 | |att1
←− C[w1 | |att1], {label} ←− ∅

3: {xtoken1}, · · · , {xtokencw
1
| |att

1

} ←− ∅

4: for i = 1 to cw1 | |att1
do

5: labeli ←− F1(kt , w1 | |att1 | |i), {label } ←− {label } ∪ labeli
6: {label } ←− {label } ∪ labeli
7: for j = 2 to n do
8: xtokeni, j ←− дFp (kx ,wj | |attj )·Fp (kz ,w1 | |att1 | |i )

, {xtokeni } ←− {xtokeni } ∪ xtokeni, j
9: end for
10: end for
11: for i = 1 to n do
12: si ←− F3(ku, u | |atti )), {s } ←− {s } ∪ si
13: end for
14: Send ({label }, {xtokeni }i=1, ··· ,cw

1
| |att

1

, {s }) to server

Cloud Server:
15: Sume1

←− 0, Num, {Sume2
} ←− ∅

16: for i = 1 to | {label } | do
17: cnti ←− 1, labeli ←− {label }[i], (e1i , αi ) ←− T [labeli ]

18: for j = 2 to n do
19: xtokeni, j ←− {xtokeni }[j], xtaдi, j ←− (xtokeni, j )αi

20: if X [xtaдi, j ] = 1 then
21: cnti ←− cnti + 1

22: end if
23: end for
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24: if cnti = n then
25: Sume1

←− Add (Sume1
, e1i , lbs1

), Num ←− Num ∪ i

26: end if
27: end for
28: for i = 1 to | {s } | do
29: Sume2i

←− U [si ], {Sume2
} ←− {Sume2

} ∪ Sume2i

30: end for
31: Send (Sume1

, Num, {Sume2
} to doctor

Doctor:
32: Sumke

1

, Sumke
2

←− 0

33: for i = 1 to |Num | do
34: ki ←− H1(kw1 | |att1

, Num[i]), Sumke
1

←− Sumke
1

+ ki mod lbs1

35: end for
36: Res ←− Dec(Sumke

1

, Sume1
, lbs1

)

37: for i = 1 to | {Sume2
} | do

38: for j = 1 to catti do
39: ki, j ←− H2(k

′

atti , j), Sumke
2

←− Sumke
2

+ ki, j mod lbs2

40: end for
41: bsi ←− Dec(Sumke

2

, Sume2i
, lbs2

)

42: Res ←− bsi ∩ Res

43: end for
44: ∀att ∈ q run Algorithm 4 (lines 11-15)

Fig. 3. The major function of PC-SE.

4.3 Suitability of IoT Devices

In our system model, wearable IoT devices play a supporting role by collecting patient data and uploading it to the cloud

server. The configuration of IoT devices does not impact the core search performance of our scheme, but discussing

their suitability could affect the practical deployment of the scheme. We can analyze the suitability of the proposed

Manuscript submitted to ACM



937

938

939

940

941

942

943

944

945

946

947

948

949

950

951

952

953

954

955

956

957

958

959

960

961

962

963

964

965

966

967

968

969

970

971

972

973

974

975

976

977

978

979

980

981

982

983

984

985

986

987

988

Efficient Privacy-Preserving Conjunctive Searchable Encryption for Cloud-IoT Healthcare System 19

scheme on IoT devices from the perspectives of storage, communication, and computational overhead during the data

update.

The patient’s IoT device stores the doctor’s key kui to compute for different doctors ui who have access to authorized

attributes att , si = F3(kui ,ui | |att). We use AES-128 to implement a pseudo-random function F3(·) in this process, so the

key kui size is 128 bits. According to the literature [62] and data published by the World Health Organization [63], the

number of medical staff in a large general hospital averages between 2500-4000. Based on this data, the maximum key

storage space required is only 39.1KB to 62.5KB. This storage requirement is minimal and well within the capabilities

of modern IoT devices, which can easily handle this load. For computational, the primary tasks during data updates

involve executing AES-128 algorithm, homomorphic encryption algorithm and group exponentiation operation. By

selecting an efficient elliptic curve and using fixed-base exponentiation, the computational cost of group exponentiation

is feasible for databases of a certain scale [27]. AES-128 algorithm and homomorphic encryption algorithm are designed

based on symmetric cryptographic primitives, ensuring high efficiency and minimal computational overhead. They also

have a computational complexity ofO(1), and due to its speed and simplicity, it is ideal for real-time data encryption and

decryption on IoT devices. The lightweight nature of these operations ensures that our protocol can be implemented

on a wide range of IoT devices without significant performance degradation. For communication, the patient’s IoT

device uploads the update trapdoor to the cloud server, which includes the secure index, ciphertext, and user identifier.

The communication load is proportional to the size of the user identifier O(|s |), where |s | is the number of users. With

128-bit user identifiers and a hospital staff size of up to 4000, the communication load for each update is approximately

62.5KB. This is well within the communication capacity of typical IoT devices used in healthcare settings.

Based on the above analysis, our scheme can be well deployed on modern IoT devices, from low-power wearable

health monitors to more powerful mobile medical devices, making it an ideal choice for healthcare systems.

4.4 Security Analysis

According to the definitions of security [17], our PC-SE scheme achieves forward and Type-I
−
backward privacy.

Specifically, the cloud server learns (label , e1, e2,α ,xtaд, {s}) during the update. Due to the pseudorandomness of the

PRF F and the distinct inputs for each update, the values of label , e1, e2 and xtaд are indistinguishable from random

values. In addition, the cloud server cannot obtain the information about the updated files through {s}. Therefore,

our scheme leaks no useful information during the update, thereby ensuring forward privacy. For backward privacy,

the cloud server learns a series of locations set {label} related to (w1 | |att1) during the search. These locations were

observed by the server in the previous update, enabling it to obtain the timestamp of each update for (w1 | |att1). In

addition, for each update (w1 | |att1, f ), once the server computes xtaд observed in the previous updates, it can obtain

the number of updates and corresponding timestamp for eachwi | |atti , i = 2, · · · ,n in the file f . Apart from the above

leakage, the server cannot learn any other valuable information. Therefore, our scheme achieves Type-I
−
backward

privacy defined in [17].

We use the leakage function L = (LStp ,LUpdt ,LSrch ) defined in section 2.5 to describe the leakages as mentioned

above. After the leakage is captured, the formal definition of our scheme’s leakage functions are as follows:

LUpdt (op, (w,bs)) = (⊥),

LSrch (q) = (sp(q), rp(q),Time(q)) (7)
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According to Definition 2 of forward privacy and Definition 3 of backward privacy, our scheme achieves forward

privacy and Type-I
−
backward privacy.

Formally, we have the following theorem for PC-SE security.

Theorem 1. (Security of PC-SE) Assume that F1, F2 and F3 are secure PRFs, the decisional Diffie-Hellman (DDH) assump-

tion [27] holds over the group G, and H1,H2 are hash functions. The leakage functions LStp = (⊥), LUpdt (op, (w,bs)) =

(⊥) and LSrch (q) = (sp(q), rp(q),Time(q)), where sp(q) = {i |(i,w)w ∈q } and rp(q) = {bs} are two common leakages in

most existing schemes, known as search pattern and result pattern, while Time(q) = {i |(i, (w,bs)w ∈q )} denotes the update

timestamps leaked during the search. The proposed PC-SE is an L-adaptive-secure [16] SSE scheme with forward and

backward privacy.

Proof. We prove Theorem 1 using a real-ideal game model. This model starts with the real game REAL(λ) and

reaches an ideal game IDEAL(λ) by constructing a series of slightly different games. We need to demonstrate the

indistinguishability between adjacent games in the sequence to show that the real game and the ideal game are also

indistinguishable.

Game1: The difference between Game1 and the real game REAL(λ) is that Game1 uses random functions G1, G2, G3,

Gx ,Gy andGz , instead of the PRFs F1, F2, F3 ,Fp (kx , ·), Fp (ky , ·) and Fp (kz , ·), to generate the relevant transcripts. Since

the adversary cannot distinguish between the PRFs and the truly random functions, Game1 and the real game are

indistinguishable.

Game2: The difference between Game2 and Game1 is that Game2 uses a random oracle, instead of hash functions

H1 and H2, to generate keys ke1
and ke2

. Taking H1 and ke1
as an example, ke1

is randomly generated from {0, 1}λ

and stored in map L during the update. Then, H1[kw | |att | |cw | |att ] ←− L[kw | |att | |cw | |att ] is executed during the search,

where H1 is the table for random oracle. Since H1 is not updated in time before the search query, if the adversary

accesses H1[kw | |att | |cw | |att ] at this point, it will obtain a random value k∗e1

generated by H1, which is different from

ke1
. When the adversary queries H1[kw | |att | |cw | |att ] again after the search query, it will obtain ke1

. Receiving different

responses for two identical queries would make the adversary realize that it is in Game2. However, the probability

of this situation is negligible. Specifically, the adversary does not know the λ-bit key kw | |att , and the probability of

guessing it correctly is
1

2
λ + neдl(λ), where neдl(·) is negligible function. Assuming a probabilistic polynomial-time

(PPT) adversary can make at most p = poly(λ) queries, where poly(·) is polynomial function, the probability of guessing

correctly is p( 1

2
λ + neдl(λ)), which is negligible. H2 and ke2

are similarly processed in this game. Therefore, Game2 and

Game1 are indistinguishable.

Game3: The difference between Game3 and Game2 is that Game3 changes the way to generate xtoken during the

search. Specifically, the challenger first collects update information aboutw1 | |att1 from the history of update queries

issued by the adversary. Then, it computes xtaд and α of the remainingwi | |atti ∈ q for each update operation. Finally,

it obtains xtoken = xtaд1/α
. In Game2, xtoken = дGx (·)·Gz (·)

. It is clear that the distribution of each xtoken value in

Game2 is identical to the distribution of each xtoken value inGame3. Therefore,Game3 andGame2 are indistinguishable.

Game4: The difference between Game4 and Game3 is that Game4 changes the way to generate α during the update.

Specifically, the challenger generates blinding factor from Z∗p using random sampling, i.e., α
$

→ Z∗p . In Game3, α is

computed byGy (·) and the inverse ofGz (·), whereGy (·) andGz (·) are also uniformly sampled from the set of all random

functions on Z∗p . Therefore, Game4 and Game3 are indistinguishable.

Game5: The difference betweenGame5 andGame4 is thatGame5 changes the way to generate xtaд during the update.

Specifically, the challenger computes cross-tag as xtaд = дγ , where д is an uniformly sampled generator for the group
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G and γ
$

→ Z∗p . In Game4, xtaд = дGx (·)·Gy (·)
. Since the DDH assumption holds in the group G, the probability of

a PPT adversary distinguishing xtaд = дGx (·)·Gy (·)
from xtaд = дγ is negligible. Therefore, Game5 and Game4 are

indistinguishable.

Game6: The difference between Game6 and Game5 is that Game6 changes the way to compute label during the

update and search. Specifically, the challenger uses G1(t) to compute label , instead of G1(w | |att | |cw | |att ) in Game5,

where t is the timestamp of update operation. Noting that the counter cw | |att and timestamp t are both monotonically

increasing, the value ofG1 is computationally indistinguishable inGame6 andGame5. Therefore,Game6 andGame5

are indistinguishable.

Game7: The difference between Game7 and Game6 is that Game7 replaces bs with an all 0 bit string. Because of the

perfect security of symmetric encryption with homomorphic addition, Game7 and Game6 are indistinguishable.

Simulator S: S simulates the ideal game IDEAL(λ), but unlike Game7, it generates a view based on the leakage

functions L = (LStp ,LUpdt ,LSrch ). Specifically, S cannot gain any information about the update operations based

onLUpdt
and generates a series of variables in the sameway as inGame7. In the search phase,S first uses q̂ ←− min sp(q)

to denote the first timestamp of search query q, and then it obtains the information leaked by rp(q) and Time(q). Note

that the view generated by S using the above information is indistinguishable from the view in Game7.

This completes the proof. □

4.5 Emergency

Our scheme aims to provide a more efficient and flexible search mode for medical staff in their daily work while

ensuring patient privacy. That said, the scheme is not specifically designed for real-time emergency response. However,

particularly urgent or severe situations are common in hospitals. Therefore, we propose some additional strategies to

address emergencies.

• When a patient’s life is at risk, the proposed scheme can also operate in a degraded mode. Specifically, we supports

doctors to perform single-keyword searches on a small set of critical data (e.g., patient vitals or emergency

records). By omitting resource-intensive operations such as group exponentiation and oblivious computation

protocols, this method significantly reduces computational overhead, ensuring faster data retrieval during critical

moments. This degraded mode strikes a good balance between maintaining security and achieving real-time

response.

• For some critical data attributes (e.g., recent medical history, allergies, prescriptions), they can be pre-cached on

edge devices or IoT devices to ensure rapid retrieval when communication with the cloud is limited. Once the

network is restored, the devices will automatically sync data with the cloud. This approach reduces reliance

on real-time encrypted searches in the cloud, thereby minimizing delays and allowing the system to continue

functioning effectively in cases of network constraints or outages, ensuring timely access to critical medical

information.

5 Performance Evaluation

In this section, we evaluate the efficiency of our scheme on a simulated dataset, in comparison with existing state-of-

the-arts.
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5.1 Implementation Details

To evaluate the efficiency of PC-SE, we implement it in Python 3.10 using the PyCrypto library
2
and Sagemath library

3

for symmetric cryptographic operations and group-based operations. Specifically, we use AES-128/256 as PRF, SHA-256

as the hash function, and the elliptic curve Curve25519 [64] for group operations. For the implementation of oblivious

computation protocols, we referred to the code provided by the authors of [27].
4
In addition, we reconstructed schemes

in [18] and [20], which are forward-private DSSE schemes designed for cloud-IoT healthcare systems. Both schemes

have the ability to perform fine-grained retrieval based on attribute type databases, and scheme in [18] can also achieve

fast attribute retrieval. We compared them in terms of conjunctive search efficiency, attribute search efficiency, and

update efficiency.

Platform and Dataset. The goal of our scheme is to enable efficient and privacy-preserving ciphertext retrieval,

data updates, and access control on the cloud. IoT devices act as auxiliary roles to collect and upload patient data, and

their configuration does not affect the core search performance of our scheme. All experiments are run on workstations

configured with CPU Intel(R) Core(TM) i7-14700K 3.40 GHz RAM 32GB and 16GB, and the operating system is Windows

11 (64-bit), which are used to simulate cloud servers, users, and IoT devices.

We extended a larger simulated attribute base database based on the Indian Liver Patient Dataset (ILPD).
5
The ILPD

database includes 583 instances and 11 attributes. We increased the number of attributes to 20 to test the performance

of each scheme on a larger database. All the experiments are repeated 10 times and the results are averaged over the

ten runs.

5.2 Efficiency of conjunctive search

(a)w2 | |att2 updates fixed to 2
10

(b)w1 | |att1 updates fixed to 2
3

Fig. 4. Comparison of the efficiency for two-terms conjunctive search.

We compare our PC-SE with the schemes [18, 20], which are advanced DSSE schemes designed for healthcare

systems. Fig. 4 and 5 compare the conjunctive search efficiency of the three schemes for q = {(w1 | |att1) ∧ (w2 | |att2)}

2
https://pycryptodome.readthedocs.io/en/latest/

3
http://www.sagemath.org/

4
https://github.com/appmonster007/dsse-odxt-implementation

5
http://archive.ics.uci.edw/ml/index.php
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(a)wi | |atti , i = 2, 3, 4, updates fixed to 2
10

(b)w1 | |att1 updates fixed to 2
3
,wi | |atti , i = 3, 4, updates

fixed to 2
10

Fig. 5. Comparison of the efficiency for four-terms conjunctive search

and q = {(w1 | |att1) ∧ · · · ∧ (w4 | |att4)}, respectively, wherew1 | |att1 has the least updates. Specifically, Fig.4 (a) shows

the impact ofw1 | |att1 update frequency on search efficiency, by fixingw2 | |att2 update frequency to 2
10
, while Fig.4 (b)

investigates the influence ofw2 | |att2 update frequency on search efficiency, by fixingw1 | |att1 update frequency to 2
3
.

Similarly, Fig. 5 (a) illustrates the effect ofw1 | |att1 update frequency on search efficiency, when the update frequencies

of w2 | |att2, w3 | |att3 and w4 | |att4 are fixed at 2
10
, while Fig. 5 (b) depicts the impact of w2 | |att2 update frequency on

search efficiency, whenw1 | |att1 update frequency is fixed at 2
3
, and the update frequencies ofw3 | |att3 andw4 | |att4 are

fixed at 2
10
.

The results of Figs. 4 and 5 reveal that our scheme significantly outperforms the schemes of [18] and [20] in most

cases. For example, for the two-terms conjunctive search given w1 | |att1 update frequency 2
3
and w2 | |att2 update

frequency 2
10
, our scheme takes about 2.2ms, while the scheme [20] takes 65.5ms and the scheme [18] requires 123.8ms.

Moreover, for the four-terms conjunctive search withw1 | |att1 update frequency fixed to 2
3
andwi | |atti , i = 3, 4, update

frequencies fixed to 2
10
, our PC-SE is 21 to 32 times faster than the scheme [20] and 40 to 61 times faster than the

scheme [18]. Only in some extreme and rare query cases whenw1 | |att1 has a very high update frequency orw2 | |att2

has a very low update frequency, the schemes of [18] and [20] may match to or slightly outperform our scheme. This

is because the burden generated by the group exponential computation of our scheme becomes evident in the above

extreme cases. However, in extreme scenarios, we can enhance the performance of PC-SE by executing single keyword

search for each keyword in the conjunction in parallel.

5.3 Efficiency of attribute search

Since the scheme [20] lacks attribute search, we only compare the attribute search efficiency with the scheme [18].

Fig. 6 (a) depicts the efficiency of attribute search for our PC-SE and the scheme [18]. It is evident that the search time

of our scheme is 5 to 10 times faster than that of the scheme [18]. For example, when the number of matching files is

500, our scheme takes about 4.3ms, while the scheme [18] takes 45.5ms. Fig. 6 (b) shows the search performance of our

scheme when the database contains different numbers of attributes, where the different colored bars represent different
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(a) Comparison of two schemes (b) PC-SE for different number of attributes

Fig. 6. Efficiency of attribute search.

numbers of matching files. It can be observed that when the number of matching files is fixed, increasing the number of

attributes has almost no affect on the search efficiency of the proposed scheme.

5.4 Efficiency of update

Fig. 7 (a) shows the update time of our scheme as the function of the number of keywords when the number of attributes

is fixed, given three different numbers of updated files. As expected, the update time increases with the number of

keywords or the number of files. Fig. 7 (b) shows the impact of the number of attributes on the update time when

the number of keywords is fixed. The results of Fig. 7 (b) indicates that changing the number of attributes only has

a slight effect on update time. This is due to the fact that the update operation cannot be performed when there are

only attributes but lacking keywords. Fig. 7 (c) shows the efficiency of user update as the function of the number of

users, given four different numbers of attributes/numbers of files. It is evident that update time scales linearly with

the number of users, and both changing the number of attributes and changing the number of files have a significant

impact on update time.

6 Conclusions and Future Works

In this work, we explore how to design a DSSE scheme suited for cloud-IoT healthcare systems. We proposed the first

conjunctive DSSE scheme based on attribute-value type database, named PC-SE. Our scheme not only can performs

conjunctive keyword search and attribute search based on users’ requirements, but also can maintain forward and

backward privacy. To further address the additional communication burden and privacy concerns in attribute-value

type databases, which widely existed in the previous DSSE scheme, our scheme also supports fine-grained search.

Moreover, we realize the access control mechanism in PC-SE. The experimental results indicate that, compared to other

latest DSSE schemes, PC-SE is effective and reliable.

Regarding future work, we aim to enhance the security and adaptability of DSSE schemes in more practical settings.

First, after reviewing the latest and previous literature on SSE, we found that existing SSE schemes are all based on the

assumption that the client key is always secure, and do not consider the security issues in key sharing between the

client and the user. This is lacking in practical application scenarios. If the client’s key is exposed, the adversary can
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(a) given three numbers of updated files (b) given three numbers of updated files

(c) given four numbers of attributes/numbers of files

Fig. 7. The efficiency of updates for our scheme.

easily compromise the encrypted database and observe the update and search process. Second, existing SSE schemes

focus on how to reduce access pattern leakage without considering the impact of keyword guessing attacks that often

appear in public key searchable encryption (PEKS) schemes on SSE schemes. Third, we will continue improving the

flexibility of the search functionality, including the integration of fuzzy attribute-based search, as discussed in Section

3.6. Supporting partial attribute matching and wildcard queries will further enhance usability in real-world cloud-IoT

healthcare scenarios. Finally, further research and optimization of DSSE’s degraded mode in emergency situations

will help the scheme handle more complex healthcare scenarios, making the proposed scheme an ideal choice for

deployment in cloud-IoT healthcare systems.

These directions will help build a more practical, secure, and flexible DSSE framework for cloud-IoT healthcare

systems.
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